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Abstract

I/O efficiency is critical for erasure-coded repair performance
in modern distributed storage. We propose LESS, a family of
repair-friendly erasure code constructions that reduces both
the amount of data accessed and the number of I/O seeks
in single-block repairs, while ensuring balanced reductions
across blocks. LESS layers multiple extended sub-stripes
formed by widely deployed Reed-Solomon coding, and is
configurable to balance the trade-off between the amount of
data accessed and I/O seeks. Evaluation shows that LESS on
HDFS reduces both single-block repair and full-node recovery
times compared to state-of-the-art I/O-optimal erasure codes.

1 Introduction

Erasure coding is widely adopted in modern distributed stor-
age systems (e.g., [3,5, 10,21]) to ensure fault tolerance with
significantly lower storage overhead than traditional replica-
tion [37]. However, erasure coding incurs high repair costs.
Reconstructing a single failed block needs to access and trans-
fer much more data than the block size, leading to amplified
bandwidth and I/O costs. Recent surveys [1,33] highlight ex-
tensive studies, from both coding theory and systems commu-
nities, that aim to improve repair efficiency in erasure-coded
storage. These studies focus on improving access perfor-
mance (e.g., optimizing degraded reads [6, 13]) and storage
reliability (e.g., reducing mean-time-to-data-loss [9, 10]). In
particular, extensive research has proposed repair-friendly era-
sure code constructions to mitigate bandwidth and I/O costs
(see §2.2 for related work).

In modern distributed storage systems, I/O efficiency has
become an increasingly critical design factor compared to
bandwidth efficiency due to rapid advancements in network
technologies (e.g., InfiniBand, RDMA, and CXL) that sup-
port high-speed interconnects. However, I/O performance
cannot match such network improvements, especially under
random-access workloads. This motivates us to construct
repair-friendly erasure codes that make I/O efficiency a “first-
class citizen” for high repair performance.

Existing repair-friendly erasure codes often have sub-
optimal I/O performance in repairs (§2.2). For example, Clay
codes [36] are state-of-the-art minimum-storage regenerat-
ing (MSR) codes that provably minimize the amount of data
accessed from local storage in single-block repairs, while

*The first two authors contributed equally to this work.

minimizing storage redundancy for fault tolerance. Their core
idea is sub-packetization, which divides an erasure-coded
stripe (i.e., a set of blocks encoded together) into smaller
sub-stripes composed of sub-blocks at the same block off-
set. During a single-block repair, Clay codes retrieve a mini-
mum number of sub-blocks across sub-stripes for reconstruc-
tion. Despite minimizing data access, Clay codes require
exponential sub-packetization for optimality, and issue nu-
merous non-contiguous I/O seeks to retrieve sub-blocks in
a repair. This significantly degrades repair performance in
I/O-constrained environments due to amplified I/O requests.
Locally repairable codes (e.g., Azure’s LRC [10]) achieve I/O-
efficient repairs, but incur higher storage redundancy. Other
erasure codes support small sub-packetization with minimum
storage redundancy [15, 16,29, 35], yet they have various lim-
itations in code constructions that lead to repair inefficiency.

We present LESS, a family of erasure code constructions
designed for I/O-efficient repairs, aiming to (i) reduce both
the amount of data accessed and the number of I/O seeks
with small sub-packetization (as low as two sub-stripes per
stripe) and (ii) maintain balanced reductions across all blocks
within a stripe (i.e., all blocks have similar data access and I/O
seek costs). LESS builds on the notion of layering extended
sub-stripes, by strategically stacking multiple extended sub-
stripes (each with a longer stripe length) atop a regular stripe,
such that a single-block repair (and some cases of multi-block
repairs) can be done within an extended sub-stripe. LESS is
designed with practicality in mind. It builds on the widely
used Reed-Solomon (RS) codes [30] (§2.1) for a readily un-
derstandable design, and preserves the practical properties of
RS codes. It further allows configurable sub-packetization to
balance the trade-off between data access and I/O seeks.

We implement and evaluate LESS on HDFS [34] in a local
cluster. LESS reduces the single-block repair and full-node
recovery times of Clay codes by up to 83.3% and 36.6%,
respectively. We release the source code of LESS at: https:
//github.com/adslabcuhk/less.

2 Background

2.1 Basics of Erasure Coding

We consider distributed storage systems that organize data
in large fixed-size blocks (e.g., 128 MiB in HDFS [34] and
256 MiB in Facebook’s f4 [21]) to mitigate I/O overhead.
Such systems are typically I/O-bound, where network band-
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width and disk I/Os (on the order of MiB/s) are primary perfor-
mance bottlenecks, rather than the computation overhead of
encoding and decoding, as observed in prior work [6,9,18,19].
Erasure coding ensures fault tolerance against block failures,
which is essential for maintaining high data persistence in
applications such as archival storage. We focus on RS codes
[30], which are widely deployed in production [3,5,21,23].
RS codes are configured by two parameters n and k (where
n > k). An (n,k) RS code encodes k uncoded data blocks
into n — k coded parity blocks, forming a stripe of n blocks,
and ensures that any k out of n blocks can reconstruct all k
data blocks (i.e., any n — k failed blocks are tolerable). In dis-
tributed storage systems, multiple stripes are independently
encoded, with each stripe distributed across n nodes for toler-
ating any n — k node failures.

RS codes satisfy three practical properties: (i) maximum
distance separable (MDS), i.e., the redundancy (} times the
data size) is minimized for tolerating any n — k failed blocks;
(i1) general, i.e., any n and k (where n > k) can construct RS
codes for a sufficiently large field size; and (iii) systematic,
i.e., each stripe keeps k data blocks for direct access.

RS encoding and decoding use linear combinations over a
Galois Field GF(2") with w-bit words, where n < 2" +1 [25].
Each block can be expressed as a linear combination of any k
blocks under Galois Field arithmetic (see §3.1 for details).

RS codes incur high repair bandwidth, defined as the
amount of data transferred across nodes during a repair. Re-
pairing a single failed block needs to retrieve k blocks of the
same stripe from other nodes; we call this process conven-
tional repair, which applies to all (n,k) MDS codes. It also
incurs high repair I/0, defined as the amount of data accessed
from local storage during a repair. In high-speed networks,
repair I/O becomes the dominant bottleneck (§1).

2.2 Related Work on Repair Optimization

Prior surveys [1,33] review extensive research on optimizing
single-block repair performance in erasure-coded storage. We
review several representative repair-friendly erasure codes
and their limitations.

Minimum-storage regenerating (MSR) codes. MSR codes
[4] minimize repair bandwidth for single-block repairs, while
preserving the MDS property (i.e., minimum redundancy).
They build on sub-packetization, which divides each block
into @ > 1 sub-blocks and forms o sub-stripes of n sub-
blocks at the same offset across blocks. Each sub-block is a
linear combination of other na — 1 sub-blocks in the stripe
over GF(2"). A single-block repair transfers a fraction of
sub-blocks, with the minimum repair bandwidth.
Traditional MSR codes [4] require nodes to read and en-
code all local sub-blocks, leading to high repair I/O. I/O-
optimal MSR codes minimize repair I/O, by allowing accessed
data to be sent directly without encoding. For example, Func-
tional MSR (F-MSR) codes [6, 8] require n —k = 2 [8] or
n—k =3 [6], with a linear o« = n — k, but are non-systematic.

PM-RBT codes [27] are systematic but require n > 2k — 1,
while Butterfly codes [22] are also systematic but require
n—k =2 and incur an exponential o = 25~

Clay codes [36] are state-of-the-art [/O-optimal MSR codes
that are systematic, support general (n,k), and are deployed
in Ceph [38]. However, Clay codes impose an exponential
o = (n—k)!"/ (=91 (note that exponential sub-packetization
is necessary for I/O-optimal MSR codes [2]). Even though
Clay codes minimize repair I/O, they access numerous non-
contiguous sub-blocks and incur substantial I/O seeks, defined
as the number of non-contiguous reads to local storage in a
repair. This leads to sub-optimal repair performance due to
the overhead of handling extensive I/O requests [35].

Locally repairable codes (LRCs). LRCs [10, 12, 14,31] re-
duce repair I/O for single-block repairs. For example, Azure-
LRC [10] partitions data blocks into local groups and adds a
local parity block per local group. Repairing a failed data or
local parity block accesses only the blocks of its local group.
However, Azure-LRC encodes all data blocks of a stripe into
global parity blocks, whose repairs still rely on conventional
repair. Some LRC variants support local repairs for global
parity blocks [14], but LRCs are non-MDS and have higher
redundancy than RS codes.

MDS codes with small sub-packetization. To limit I/O
seeks, some MDS codes allow a small a with reduced repair
I/0. Hitchhiker codes [29] use o = 2 sub-stripes of RS codes
by combining sub-blocks across sub-stripes via piggybacking
functions, and reduce repair I/O for data blocks by 25-45%
compared to RS codes; however, parity-block repairs still
follow conventional repair. HashTag codes [16] reduce repair
/O for data blocks with general (n,k) and o > 2; their ex-
tended codes [15] reduce repair I/O for both data and parity
blocks, but require & > 4 and o as a multiple of n — k.

Elastic Transformation (ET) [35] converts an RS code into
a repair-friendly code with a configurable o > 2. However,
the transformation restricts flexibility in code construction
and limits further repair improvements.

Repair-efficient algorithms. Our study focuses on erasure
code construction, while some studies design repair-efficient
algorithms, such as search of minimum-I/O recovery for XOR-
based erasure codes [13,39] or repair parallelization [17, 18,
20,32]. They do not minimize repair I/O due to constraints
from underlying erasure codes.

2.3 Goals

Table 1 summarizes the repair-friendly codes and their limita-
tions, including: non-MDS (e.g., Azure-LRC [10]), restric-
tive parameters (e.g., F-MSR [6, 8], PM-RBT [27], Butter-
fly [22]), non-systematic forms (e.g., F-MSR), exponential
sub-packetization (e.g., Butterfly, Clay [36]), and data-block-
only improvements (e.g., Hitchhiker [29], HashTag [16]).
The limitations inspire LESS, a family of repair-friendly
erasure codes with I/O efficiency in mind. We observe that



Codes MDS | Parameters | Systematic Sub-packetization Ref(i :c(::t;fg:gt:f/o
F-MSR [6, 8] Yes n—k<3 No oa=n—k Yes
PM-RBT [27] Yes n>2k—1 Yes k—1<a<n—k Yes
Butterfly [22] Yes n—k=2 Yes o =2k Yes

Clay [36] Yes | general (n,k) Yes o= (n—k) [%] Yes
Azure-LRCs [10] | No | general (n,k) Yes o=1 No
Hitchhiker [29] Yes general (n,k) Yes a=2 No
HashTag [16] Yes | general (n,k) Yes 2<a<(n—k) [ ] No
HashTag+ [15] Yes | general (n,k) Yes 4<a<(n—k) = Yes
ET [35] Yes | general (n,k) Yes 2<o<(n—k) [ Yes
LESS Yes | general (n,k) Yes 2<a<n—k Yes
Table 1: Comparisons of repair-efficient erasure codes.

repair performance depends on both repair I/O and I/O seeks.
Minimizing repair I/O introduces an exponential ¢ [2,36]
(and hence high I/O seeks) and can negate repair performance
gains. LESS targets near-minimum repair I/O with a small
and configurable ¢ to limit I/O seeks. Its design goals include:

* Preserving RS code properties: LESS is MDS, supports
general (n,k), and remains systematic, as in RS codes.

* I/O-efficient repair: LESS achieves I/O-efficient repairs in
three aspects: (i) reduced repair I/0, (ii) reduced I/O seeks
(e.g., ¢ = 2, 3, or 4); and (iii) balanced reductions (i.e.,
similar reductions in repair I/O and I/O seeks across data
and parity blocks). LESS also allows & to be configurable.

¢ Single- and multi-block repair efficiency: Earlier studies
focus on optimizing single-block repairs, which dominate
in practice (e.g., 98% of failures in (14, 10)-coded stripes
[28]). However, wide-stripe codes (i.e., n and k are large)
emerge and make multi-block repairs more common [12].
LESS addresses both scenarios.

3 LESS Design

LESS is constructed with configurable parameters (n,k, c),
where k < nand 2 < a < n—k. Its key idea is to layer multi-
ple extended sub-stripes, each constructed from sub-blocks
and encoded using Vandermonde-based RS codes, such that
a single-block repair always retrieves the sub-blocks from a
single extended sub-stripe. LESS also enables I/O-efficient
multi-block repairs if the failed blocks share the same ex-
tended sub-stripe.

3.1 Vandermonde-Based RS Codes

LESS builds on Vandermonde-based RS codes. An (n,k)
Vandermonde-based RS code uses a parity-check matrix [24]
to define the relationships between k data blocks By, B», -- -,
By and n — k parity blocks By, - -, B, in GF(2") based on
the parity-check equation:

, Vn]-[B], By, -

[V17 Vo, +- 5 Bn]T = Z?lel‘Vi = Oa (1)

where v; = [1,v;,v?,--- ,vlf’*kfl}T is a column vector of length
n—k, and v; is a distinct coding coefficient in GF(2") asso-
ciated with block B;, for 1 <i < n. In GF(2"), an addition
is equivalent to a bitwise-XOR operation. The (n—k) x n
parity-check matrix [v;, va, -+, v,] ensures that any n —k
out of n columns are linearly independent, so as to allow re-
construction of any n — k blocks from the remaining k blocks.

The encoding computes the n — k parity blocks from the k
data blocks based on Equation (1):

I
(2)
The decoding of any n — k blocks multiplies: (i) the inverted
sub-matrix of their associated column vectors, (ii) the sub-

matrix of the column vectors associated with the k remaining
blocks, and (iii) the k remaining blocks, from Equation (1).

Beit, BT = [Vt - ,Vn]_l[VI,"' Vil[B1,-- By

3.2 Motivating Example

We consider LESS via an example. Figure | depicts an
(n,k,o0) = (6,4,2) LESS stripe, where each block B; (1 <
i < 6) has two sub-blocks b; 1 and b;>. LESS organizes the
12 sub-blocks into three (8,6) RS-coded extended sub-stripes,
X1, Xo, and X3. Each extended sub-stripe can tolerate any two
sub-block failures, and the entire stripe can tolerate any two
block failures due to the MDS property.

Construction. First, we partition the 12 sub-blocks, such that
each sub-block belongs to exactly two extended sub-stripes.
This overlapping structure ensures that each extended sub-
stripe can be derived from the other two extended sub-stripes.
For example, X3 comprises four data sub-blocks and four
parity sub-blocks, each of which also belongs to either X; or
X, but not both, so X3 can be derived from X; and X>.

Next, we choose coding coefficients for the extended sub-
stripes based on Vandermonde-based RS codes. We select
12 distinct coding coefficients v; ;’s for b; ;’s from GF(28)
(1<i<6and1<j<2).

Finally, we compute the parity blocks Bs and Bg by en-
coding the first two extended sub-stripes X; and X,. We
compute bs 1 and bg 1 with the six data blocks from Xj, and
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b1,1 b2,1 b3,1 b4,1 b5,1 b6,1

Step 1: Partition n = 6 blocks
into a + 1 = 3 groups
b1,2 b2,2 b3,2 b4,2 b5,2 b6,2

Step 2: Organize na = 12 sub- B, B, B, B, B; B
blocks into a + 1 = 3 extended
sub-stripes X,

X

Step 3: Build MDS extended 2
sub-stripes via Vandermonde-

based RS codes X3

Data Blocks Parity Blocks

Figure 1: Code design of an (n,k, @) = (6,4,2) LESS stripe.

bs > and bg » with the other six data blocks from X, via (8,6)
Vandermonde-based RS encoding (based on Equation (1)) as:

6
(Zi:, bi1vi1) +biavip+b22va2 =0,

6
(Y. biavia) +b31V3,1 +ba Va1 =0,

where v; ; = [1, v; ;]7. This completes the encoding process.
Our coding coefficients are carefully chosen to ensure that
X3 inherently forms an (8,6) Vandermonde-based RS stripe
without being explicitly encoded. The reason is that X3 also
satisfies the parity-check equation (Equation (1)), which is
exactly the sum of the parity-check equations of X and X>:

b1V +b21V2 1 +b32V324+baovan
+b5.1V5,1 +b52V52+be 1 Ve 1 +bg2ver = 0.

Single-block repair. Suppose B; fails. LESS repairs b ; and
by, from X by retrieving six sub-blocks by 1, b2, b3 1, b4 1,
bs 1, and bg 1, with 25% less 1/O than the conventional repair
for the (6,4) RS code (four full blocks). Note that LESS’s
repair I/O reductions apply to all data and parity blocks. For
any block, its sub-blocks must reside in one of the extended
sub-stripes. Thus, a single-block repair always retrieves six
sub-blocks.

3.3 Construction

We now elaborate on how to construct a LESS stripe for the
configurable parameters (n,k, &), where k <nand 2 < a < n.
An (n,k,a) LESS stripe comprises n blocks B;’s (1 <i <
n), each with & sub-blocks b; ;’s (1 < j < o) (i.e., o sub-
stripes). LESS organizes the sub-blocks into & + 1 extended
sub-stripes, each tolerating any n — k sub-block failures. Its
construction process proceeds as follows.

Step 1 (Grouping blocks). We partition n blocks into o + 1
block groups G;’s (1 < z < oe+ 1), whose numbers of blocks
differ by at most one. The number of blocks in G; (|G;]) is:

|GZ|{H“] ifz<nmod (a-+1) 3)

otherwise.

oc+1J

In Figure 1, we divide the six blocks into three block
groups: G| = {B1,B>}, G2 = {B3,B4}, and G3 = {Bs,Bs}.

Step 2 (Layering extended sub-stripes). We organize no.
sub-blocks into o + 1 extended sub-stripes X;’s (1 <z <
o+ 1). Let g; be the index of the block group containing
block B; (i.e., if B; € G, then g; = z). Each of the first &
X.’s (for 1 < z < @) includes all sub-blocks in G, plus all
sub-blocks in the z-th sub-stripe, while X1 includes all sub-
blocks in G 1 and all sub-blocks b; ;’s where g; = j. The
number of sub-blocks in X, (|X;]) is:

X =n+(a—1)|G], C)

where n accounts for the sub-blocks in a sub-stripe, and (o —
1)|G,| accounts for the remaining sub-blocks in G, that do
not belong to the same sub-stripe. Each sub-block belongs to
exactly two extended sub-stripes. In particular, Xy includes
the sub-blocks from the first o extended sub-stripes, where
each sub-block appears in exactly one of the first ¢ extended
sub-stripes. In Figure 1, we organize the sub-blocks into three
extended sub-stripes (X7, X» and X3), each of which contains
eight sub-blocks.

Step 3 (Building MDS extended sub-stripes). Our goal is
to make each extended sub-stripe X; (1 <z < a+ 1) form
an (|X;|,|X;| — n+ k) Vandermonde-based RS stripe that can
tolerate any n — k sub-block failures. The encoding process
proceeds as follows. First, we select na distinct coding co-
efficients v; ;’s (1 <i<nand 1< j < a) from GF(2"), such
that X, must satisfy the parity-check equation:

Zb,-vjexz bijvi,j =0, ®)
where v;j = [1 vij vi; - vfjkil]T is a Vandermonde
column vector of length n — k. The linear independence of
any n — k Vandermonde column vectors ensures that X; is an
RS-coded stripe. Next, we compute the parity blocks B;’s
(k+1 < i < n) by encoding the first ¢ extended sub-stripes
X.’s in sequence (i.e., from Xj to Xy ). Specifically, for each
X, (1 £z < o), we compute the n — k parity sub-blocks b, ;
(k+1 <i<n)using RS encoding (based on Equations (2) and
(5)). Xo+1 does not require explicit encoding, as it automati-
cally forms an Vandermonde-based RS stripe after the first o
extended sub-stripes are encoded. In Figure 1, we compute
Bs and Bg with X and X, based on Vandermonde-based RS
encoding, after which X3 also forms an (8,6) Vandermonde-
based RS stripe.

MDS property. For a LESS stripe to tolerate any n — k
block failures, we must carefully select n distinct coding
coefficients v; ;’s from a Galois Field. Theorem 1 shows that
such coefficients can always be found in a sufficiently large
field size. The detailed proof is in the Appendix.

Theorem 1. For (n,k, o) LESS, we can always find na. dis-
tinct coding coefficients v; j’s (1 <i<nand 1 < j< a)in
GF(2") for MDS when 2" > nat+ (n—k—1)(", ).



Theorem 1 provides a sufficient condition for the Galois
Field size. In practice, for typical coding parameters, the
required coefficients can be found in smaller fields (GF(2%)
or GF(2'%)). In our implementation, we can generate the
na coding coefficients using a primitive element p with a
multiplicative approach:

v j=plil@tD+e)oti | <j<pand1<j<a, (6)

where h; (1 <i<|G,]) is the position of B; in its block group
G, (i.e., B; is the h;-th block in G;). For example, in Fig-
ure 1, B; is the second block in Gy, so g = 1 and hy = 2.
The primitive element is p = 2 for (6,4,2) LESS, while v
and v; > are 215 and 216 in GF(28), respectively. We can find
the feasible primitive elements based on brute-force search
(i.e., checking linear independence by enumerating any pos-
sible sub-matrices of the parity-check matrix). Note that the
search of feasible primitive elements is done only once for
construction. In the Appendix, we show how the parity-check
matrix is formed and provide the feasible primitive elements
for common (n,k,a) (n—k <4 and2 < o < 4).

3.4 Repair

LESS supports efficient repair of single-block failures within
an extended sub-stripe and certain multi-block failures when
the failed blocks reside in the same extended sub-stripe.

Single-block repair. For a failed block B; (1 < i < n)
in G; (1 <z < ), we repair B; using sub-blocks within
X., which contains all sub-blocks of G,. Since X, is an
(1X;l,|X;| — n+ k) RS-coded stripe, it tolerates any n — k > o
sub-block failures. The o failed sub-blocks can be re-
constructed using the parity-check equation (Equation (5))
for X,. To reduce accessed blocks, we prioritize transfer-
ring |G;|(a — 1) available sub-blocks from G, followed by
|X;| —n+k — |G;|(oc — 1) available sub-blocks from other
block groups.

Multi-block repair. LESS is also beneficial for a multi-block
repair, where we simultaneously repair multiple failed blocks
on a single stripe. When L"T—]‘J > 2, LESS can repair any
| =k block failures within one extended sub-stripe if all
failed blocks reside in the same block group, say G, (1 <z <
o+ 1). With all failed sub-blocks in X, since o | £ | <n—k,
the failed sub-blocks can be repaired within X;. For other
multi-block failure cases, LESS resorts to conventional repair
(which retrieves k blocks). For example, in a (14,10,2) LESS
stripe (Figure 2), repairing two failed blocks By and B; in
G (i.e., the sub-blocks by 1, b1, b1, and by are in X)
can leverage X;’s (19,15) RS coding. This requires 15 sub-
blocks, with 25% less repair I/O than the conventional repair
of the (14, 10) RS code.

3.5 I/O-Efficient Repairs in LESS

LESS achieves I/O-efficient repairs in three aspects: (i) repair
I/0, (ii) I/O seeks, and (iii) balanced I/O reductions.

G, G, G;

Data Blocks Parity Blocks

Figure 2: Two-block repair in (n,k, o) = (14,10,2) LESS.

Repair 1/0. For block B; (1 <i < n) in G, (recall z = g;), We
retrieve |X,| —n+ k sub-blocks, as we repair the block with
the (|X;|, |X;| —n+k) RS code. From Equations (3) and (4),
the repair I/O (in sub-blocks) of B; is:

10; — {k+(0¢—1) (] ifgi<nmod (a+1)

7
k+(a—1)| 44| otherwise. M

This is strictly less than the I/O for the conventional repair
of an (n,k) RS code when k > [4] (common in practice), as
10; <k+(a—1) [ ] <k+(a—1)[4] <ka.

I/0 seeks. For a single-block failure, LESS limits I/O seeks
to k+ o — 1. Repairing B; in G, requires |X;| —n+ k sub-
blocks from X, including: (i) the (|G, — 1) contiguous
sub-blocks from G, which can be retrieved with |G,| — 1
seeks, and (i) |X;| —n+k — a(|G;| — 1) sub-blocks from
other blocks, each requiring one seek. The total number of
O seeksis (|G| —1)+|X;| —n+k—a(|G,|—1)=k+a—1,
from Equations (3) and (4).

Balanced I/O reductions. The repair I/O is similar for the
repair of any data or parity block in a stripe, and differs by at
most & — 1 sub-blocks from Equation (7). Also, the repair in-
curs exactly one 1/0 seek from each of the k+ o — 1 available
blocks. Thus, LESS balances I/0O reductions.

4 Evaluation

We evaluate LESS via numerical analysis and testbed experi-
ments, and address two questions: (i) Does LESS’s empirical
repair performance conform to its theoretical improvements?
(i1) How do system configurations affect repair performance?

4.1 Numerical Analysis

Exp#A1 (Single-block repair). We compare LESS against
systematic MDS codes (RS, Clay, Hitchhiker, HashTag, and
ET) in a single-block repair. We vary o from 2 to n — k for
HashTag, ET, and LESS. We measure the average, minimum,
and maximum repair I/O (in blocks) and total number of
I/0 seeks when repairing each of the n blocks. We focus on
(n,k) = (14,10), a default configuration in Facebook’s f4 [21].
Table 2 shows that for oc > 3, LESS has less repair I/0 than
other codes (except Clay, which minimizes repair I/O) with
limited I/O seeks. For oo = 4, LESS reduces the average repair
I/O of RS, Hitchhiker, HashTag (@ = 4), and ET (a = 4) by
53.6%, 38.1%, 23.1%, and 20.7%, respectively, and reduces
the average number of I/O seeks of Clay by 95.5%.



Codes o Repair I/0 #1/0 seeks

Avg Min/Max Avg Min/Max

RS 1 10.00 | 10.00/10.00 | 10.000 10/10
Clay 256 | 3.25 3.25/3.25 286.00 13/832

Hitchhiker 2 7.50 6.50/10.00 10.86 10/13

2 7.07 5.50/10.00 10.71 10/11

HashTag 3 6.67 4.34/10.00 12.64 10/20

4 6.04 4.00/10.00 12.14 10/13

2 7.50 7.50/7.50 11.00 11/11

ET 3 7.14 6.67/7.67 13.43 12/ 14

4 5.86 5.50/6.25 14.29 13/15

2 7.36 7.00/7.50 11.00 11/11

LESS 3 5.71 5.33/6.00 12.00 12/12

4 4.64 4.00/4.75 13.00 13/13

Table 2: Analysis for a single-block repair for (14,10).

Avg. Repair I/O / Avg. # of 1/O seeks
Codes / (n,k
odes/ (mk) —2076) T (100,06) | (124,120
RS 76/76 96 /96 120/ 120
LESS (o =4) | 31/79 39/99 48.6/123

Table 3: Analysis for a single-block repair for wide-stripe codes.
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Figure 3: Analysis for two-block repairs for different (n, k).

LESS also improves wide-stripe repairs. Table 3 shows the
results (some parameters are studied in [9, 12]). For example,
for (124,120), LESS (o = 4) reduces the repair I/0 of RS by
59.5% with limited extra I/O seeks.

Exp#A2 (Multi-block repair). We study two-block repair
I/0 and I/O seeks for LESS and RS codes (conventional re-
pair) for different (n,k)’s. We average the results over all (;’)
block failure combinations, with minimum/maximum error
bars. Figure 3 shows the results. LESS reduces repair 1/O for
27.3-32.8% of two-block failure cases, with limited I/O seek
overhead. For example, for (14, 10), LESS (o = 2) reduces
the average repair I/O of RS by 7.4% and improves repairs
for 28.6% of cases. For wide stripes, say (124,120), LESS
(a = 2) reduces the average repair I/O of RS by 10.8% and
improves repairs for 32.8% of cases.

4.2 Testbed Experiments

Implementation. We implement LESS on OpenEC (an era-
sure coding middleware) [19] atop Hadoop 3.3.4 HDFS [7]
and use Jerasure [26] for coding operations. We also include
RS, Clay, Hitchhiker, HashTag, and ET in our comparisons.
Our prototype adds 8.7 K LoC to OpenEC in C++.

HDFS uses a NameNode for storage management and mul-

tiple DataNodes for storage. HDFS organizes data in fixed-
size blocks, each further partitioned into multiple packets.
The packets at the same block offset are encoded together,
allowing pipelined coding operations across packets. Our
prototype follows this packet-level pipelined implementation.

Methodology. We conduct testbed experiments in a 15-
machine local cluster connected via a 10 Gbps Ethernet switch.
Each machine is equipped with a quad-core 3.4 GHz Intel i5-
7500 CPU, 16 GiB RAM, a 7200 RPM 1 TB SATA HDD, and
Ubuntu 22.04. We use Wondershaper [11] to configure the
network bandwidth of each machine. We use one machine for
the NameNode and 14 machines for DataNodes. By default,
we set (n,k) = (14, 10), 64 MiB blocks, 256 KiB packets, and
1 Gbps network bandwidth as in prior work [19,31,35].

We evaluate the (i) single-block repair time (i.e., the aver-
age time from issuing a repair request to a failed block until
the failed block is repaired, averaged over n blocks) and (ii)
full-node recovery time (i.e., the total time to repair all blocks
in a single failed DataNode). In full-node recovery, we repair
20 blocks from different stripes (one block per stripe) [18],
where node IDs are randomly assigned in the cluster across
stripes, so that the lost blocks of a failed node correspond to
different block positions across stripes. We average results
over 10 runs, with 95% confidence intervals based on the
Student’s t-distribution.

Exp#B1 (Single-block repair). Figure 4(a) shows that LESS
effectively reduces the single-block repair time due to the
reductions in repair I/O and I/O seeks. For example, LESS
(a = 4) reduces the single-block repair times of RS, Hitch-
hiker, HashTag (¢ = 4), ET (a = 4), and Clay by 50.8%,
35.9%, 21.5%, 21.5%, and 33.9%, respectively.

Exp#B2 (Full-node recovery). Figure 4(b) shows that LESS
also reduces the full-node recovery time. For example, the
reductions of LESS (o = 4) compared with RS, Hitchhiker,
HashTag (o = 4), ET (o =4), and Clay are 48.3%, 34.3%,
17.8%, 19.4%, and 36.6%, respectively.

Exp#B3 (Encoding throughput). We measure the encoding
throughput (i.e., the amount of data encoded per second) on
a single machine. We construct a (14, 10) stripe in memory
and put random bytes in the stripe for encoding. Figure 4(c)
shows the results for packet sizes from 128 KiB to 1024 KiB.
For 256 KiB packets, RS achieves 2.8 GiB/s, while LESS
(a = 4) achieves 1.6 GiB/s. For wide stripes, say (124, 120)
and 256 KiB packets, RS and LESS (a = 4) achieve 2.6 GiB/s
and 1.1 GiB/s, respectively (not shown in the figure). The
encoding throughput for both codes decreases with larger
packet sizes, as more data needs to be fit into the CPU cache
for encoding. LESS has lower encoding throughput than RS
due to sub-packetization, yet its encoding throughput exceeds
1 GiB/s and its computational overhead remains limited com-
pared to bandwidth and I/O bottlenecks (§2). Our evaluation
measures single-threaded performance; the encoding through-
put can be further improved via multi-threading across stripes.
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Figure 5: Impact of configurations on (14,10) single-block repair.

Exp#B4 (Impact of network bandwidth). We study the im-
pact of network bandwidth, varied from 1 Gbps to 10 Gbps via
Wondershaper, on the single-block repair time. Figure 5(a)
shows that as the network bandwidth increases, Clay suf-
fers from significant I/O seek overhead, while LESS effec-
tively reduces the single-block repair time due to small sub-
packetization. For example, for 10 Gbps bandwidth, LESS
(¢ = 4) reduces the single-block repair times of RS and Clay
by 28.6% and 83.3%, respectively. Overall, LESS maintains a
low single-block repair time for varying network bandwidth.

Exp#B5 (Impact of packet size). We study the impact of
packet size, varied from 128 KiB to 1024 KiB. Figure 5(b)
shows that for small packet sizes, Clay incurs significant I/O
overhead for processing a large number of sub-blocks, while
LESS keeps stable repair performance. For example, for
128 KiB packets, LESS (o = 4) reduces the single-block re-
pair times of RS and Clay by 59.1% and 50.4%, respectively.

5 Conclusion

LESS is a family of erasure codes designed for I/O-efficient
repairs by layering extended sub-stripes, so as to reduce both
repair I/O and I/O seeks and ensure balanced reductions across
blocks. It has several practical properties: MDS, general
parameters, systematic, and configurable sub-packetization.
Numerical analysis and testbed experiments show LESS’s
repair benefits over state-of-the-art repair-friendly codes.
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A Appendix: Proof of MDS Property

We prove Theorem 1 that LESS is MDS for a sufficiently
large field size. Our proof is based on the parity-check matrix
of LESS.
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Figure 7 shows the parity-check matrix of (6,4,2) LESS.
The 4 x 12 parity-check matrix H comprises two block rows



n—k | o n Galois Fields p

2 |2 | n<127 GF(2%) 2
, | =4 GF(2%) 50

3 n<127 | GF(2'%) 2
3 | 1S40 GF(2%) 14

n<127 | GF(2'%) 2

, | n<23 GF(2%)

n<127 | GF(2'%) 46

4 |3 Lns GF(28) 2
n<127 | GF(2'9) 1362

4, =16 GF(28) 14
n<127 | GF(2'%) 635

Table 4: Feasible primitive elements for commonly used coding
parameters.

and six parity-check sub-matrices. The first and second block
rows can be derived from the parity-check equations of X
and X,, respectively.

Proof of Theorem 1. To ensure LESS is MDS, we can verify
the parity-check matrix of LESS, such that any n — k out of n
parity sub-matrices can form an (n — k)& x (n — k)0 square
invertible matrix. Recall that any invertible square matrix has
a non-zero determinant. To ensure that all possible square
matrices from the parity-check matrix are invertible, we can
multiply the determinants of the square matrices and ensure
that the product is non-zero.

There are (nf k) cases for selecting n — k matrices out of
the n parity-check sub-matrices to form a square matrix. The
determinant of each square matrix can be viewed as a polyno-
mial over the coding coefficients v; ;’s (where 1 <7 <n and
1 < j < ). Each v; ; appears in only one parity-check sub-
matrix (i.e., H;), and there are (” ;1) possible square matrices
that contain H;. Thus, the degree of v; ; in the determinant
of such a square matrix is n —k — 1. By multiplying the de-
terminants of all square matrices, the degree of each v; ; is
(n—k—1)(","). We can choose not distinct coding coef-
ficients in GF(2") to ensure the product of determinants is
non-zero when 2" > not + (n — k — 1)(";1), which can be
proven from Noga Alon’s Combinatorial Nullstellensatz. [

Table 4 shows the feasible primitive elements for com-
monly used coding parameters n < 127 and n —k < 4 in
GF(2%) and GF(2!%) based on brute-force search.

B Artifact Appendix
Abstract

LESS is a family of erasure codes designed to improve repair
I/O efficiency by layering extended sub-stripes, aiming to
reduce both repair I/O and I/O seeks and maintain balanced
reductions across all blocks. We implement LESS on OpenEC
(an erasure coding middleware) atop Hadoop 3.3.4 HDFS.

Scope

The artifact is a research-driven prototype that can be used to
validate the concepts, designs, and evaluation results of LESS
presented in the paper.

Contents
The artifact has the following contents:

* src/, which includes the implementation of LESS as a
patch to the OpenEC codebase.

* scripts/, which includes the evaluation scripts and
configuration files to reproduce our evaluation results.

* README.md, which overviews the implementation and
provides essential information to run the prototype.

e AE_INSTRUCTION.md, which includes detailed instruc-
tions for artifact evaluation.

Hosting

The artifact is hosted in GitHub at https://github.com
/adslabcuhk/less. We use version v1.0.0 for artifact
evaluation.

Requirements

Hardware Dependencies

We recommend 15 machines to run the experiments with
our prototype and evaluation scripts. These machines need
to be connected via a 10 Gbps network, such that they are
reachable from each other. For each machine, we recommend
a quad-core CPU, 16 GiB of memory, a 7200 RPM SATA
HDD and above. We need a minimum of 15 machines to form
a storage cluster for the default erasure coding parameters
(n,k) = (14,10). In particular, we use one machine to run the
HDFS NameNode and the other machines to run the HDFS
DataNodes.

Software Dependencies
The artifact is developed and tested on Ubuntu 22.04 LTS
with the following software dependencies:

¢ OpenEC: g++, cmake, redis, hiredis, ISA-L,
gf-complete

* Hadoop HDFS: openjdk-8-jdk, maven

* scripts: expect, python3, wondershaper

Testbed Setup
Please set up the testbed with the following steps:

* Prepare the hardware dependencies as described.

¢ Download the artifact (version v1.0.0) from URL: ht
tps://github.com/adslabcuhk/less/releases.

e Extract the files with tar -zxvf less.tar.gz; run
cd less to navigate to the project directory.

* Follow AE_INSTRUCTION.md to set up the testbed and
run experiments with our provided evaluation scripts.
The testbed setup takes around 5 hours, depending on
the hardware specifications.
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Evaluation
Artifact Claims

Our goal is to demonstrate LESS’s effectiveness in improving
repair performance. For numerical analysis (i.e., Exp#A1 and
Exp#A2), we expect the results to match those in our paper.
For testbed experiments (i.e., Exp#B1 to Exp#BS5), we expect
that LESS reduces the single-block repair and full-node recov-
ery times compared to the baseline erasure codes. However,
the testbed experiment results may vary from those in our
paper due to different factors, such as cluster sizes, machine
specifications, operating systems, and software packages.

Experiments

Exp#A1 (Single-block repair). Expected outcome: Exp#Al
produces the results as shown in Tables 2 and 3, which demon-
strate that LESS reduces the average repair I/Os of RS, Hitch-
hiker, HashTag, and ET, and reduces the average number of
I/O seeks of Clay. Approximate runtime: 2 compute minutes.

Exp#A2 (Multi-block repair). Expected outcome: Exp#A2
produces the results as shown in Figure 3, which demonstrate
that LESS reduces the average repair I/O of RS, and achieves
similar average numbers of I/O seeks as RS. Approximate
runtime: 1 compute minute.

Exp#B1 (Single-block repair). Expected outcome: Exp#B1
produces the results as shown in Figure 4(a), which demon-
strate that LESS reduces the single-block repair times of RS,
Hitchhiker, HashTag, ET, and Clay. Approximate runtime: 2
compute hours.

Exp#B2 (Full-node recovery). Expected outcome: Exp#B2
produces the results as shown in Figure 4(b), which demon-
strate that LESS reduces the full-node recovery times of RS,
Hitchhiker, HashTag, ET, and Clay. Approximate runtime: 2
compute hours.

Exp#B3 (Encoding throughput). Expected outcome:
Exp#B3 produces the results as shown in Figure 4(c), which
demonstrate that LESS has lower single-stripe encoding
throughput than RS, yet the coding computation overhead
is limited compared to bandwidth and I/O operations. Approx-
imate runtime: 5 compute minutes.

Exp#B4 (Impact of network bandwidth). Expected out-
come: Exp#B4 produces the results as shown in Figure 5(a).
It shows that when the network bandwidth increases, while
Clay suffers from significant I/O seek overhead, LESS still
effectively reduces the single-block repair time due to small
sub-packetization. Approximate runtime: 2 compute hours.

Exp#B5 (Impact of packet size). Expected outcome: It
shows that for small packet sizes, while Clay incurs significant
I/0O overhead for processing a large number of sub-blocks,
LESS maintains stable repair performance due to small sub-
packetization. Approximate runtime: 2 compute hours.
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