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Abstract—Front-running attacks have been a major concern on
the blockchain. Attackers launch front-running attacks by insert-
ing additional transactions before upcoming victim transactions to
manipulate victim transaction executions and make profits. Recent
studies have shown that front-running attacks are prevalent on the
Ethereum blockchain and have caused millions of US dollars loss.
It is the vulnerabilities in smart contracts, which are blockchain
programs invoked by transactions, that enable the front-running
attack opportunities. Although techniques to detect front-running
vulnerabilities have been proposed, their performance on real-
world vulnerable contracts is unclear. There is no large-scale
benchmark based on real attacks to evaluate their capabilities.
We make four contributions in this paper. First, we design an
effective algorithm to mine real-world attacks in the blockchain
history. The evaluation shows that our mining algorithm is more
effective and comprehensive, achieving higher recall in finding real
attacks than the previous study. Second, we propose an automated
and scalable vulnerability localization approach to localize code
snippets in smart contracts that enable front-running attacks.
The evaluation also shows that our localization approaches are
effective in achieving higher precision in pinpointing vulnerabilities
compared to the baseline technique. Third, we build a benchmark
consisting of 513 real-world attacks with vulnerable code labeled
in 235 distinct smart contracts, which is useful to help understand
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the nature of front-running attacks, vulnerabilities in smart con-
tracts, and evaluate vulnerability detection techniques. Last but not
least, we conduct an empirical evaluation of seven state-of-the-art
vulnerability detection techniques on our benchmark. The evalua-
tion experiment reveals the inadequacy of existing techniques in de-
tecting front-running vulnerabilities, with a low recall of ≤ 6.04%.
Our further analysis identifies four common limitations in existing
techniques: lack of support for inter-contract analysis, inefficient
constraint solving for cryptographic operations, improper vulner-
ability patterns, and lack of token support.

Index Terms—Benchmark, dataset, empirical study, ethereum,
front-running, smart contract, vulnerability, blockchain.

I. INTRODUCTION

FRONT-RUNNING [1] attacks in financial markets refer to
the practice of leveraging the knowledge of future transac-

tions and trading before them to make profits. Front-running
attacks also occur in blockchain systems like Ethereum [2],
where transactions are published before execution. Upcoming
transactions are available to all blockchain users, including po-
tential attackers. By adjusting transaction execution orders with
miners [3], malicious attackers can attack victims by executing
transactions before victim ones so that the victim transactions
would be executed on different blockchain states from what was
expected. As a result, the attackers can make profits from the
attack and cause financial losses to the victims.

Smart contracts, the programs invoked by transactions to
perform actions on the blockchain, could make front-running
profitable for attackers. Fig. 1 shows an example smart contract
vulnerable to front-running attacks. A relayer (msg.sender)
provides a relay service for off-chain users, who may not have
enough Ethers to pay for transaction fees, to perform on-chain
operations. The relayer calls function relayOperation to
execute user operations (Line 15) and charges ERC20 [4] tokens
(line 18) as the profits of providing the service. Front-running
attacks may occur since the users’ operations and signatures used
to invoke this contract are publicly available once the relayer
submits the transaction. One attacker can invoke this contract
before the relayer and take the profits, which should have been
given to the relayer. As a consequence, the relayer’s transaction
fails since each user operation can only be executed once (line 9).
The profits are taken by the attacker even if it is the relayer who
makes efforts to provide the relay service (e.g., maintaining an
easy-to-use interface like Web Apps).
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Fig. 1. Simplified version of TransferManager contract [5] on Ethereum.
Attackers attack by invoking relayOperation function before victim trans-
actions.

Recent studies have revealed the prevalence and severity of
front-running attacks on Ethereum by conducting measurement
studies [3], [6], [7]. Torres et al. [7] found that front-running
attacks are prevalent on the Ethereum blockchain and have
caused a total loss of over 18.41 M USD. Daian et al. [3]
pointed out that front-running attacks also pose a major threat
to the ecosystem of blockchain since the profits of front-running
attacks could be larger than the cost of forking the blockchain.
Attackers could share part of the profits to attract miners to fork
the blockchain. Given the great impact, many researchers aimed
to curb front-running in smart contracts. Vulnerabilities under
front-running attacks have been named in different ways, such
as transaction order dependency [8], event ordering bugs [9],
and state inconsistency bugs [10]. In this paper, we refer to
them generally as front-running vulnerabilities. Various tech-
niques [8], [9], [10], [11], [12], [13] have been proposed to
detect such vulnerabilities in smart contracts. However, these
techniques are usually evaluated in terms of detection precision
on real-world smart contracts. The recall rate is hard to evaluate
due to the lack of ground truth. Ghaleb and Pattabiraman [14]
propose to inject vulnerable code into contracts to evaluate the
vulnerability detection recall of contract analyzers. However, the
front-running vulnerabilities injected are limited to a few rigid
code snippets and cannot represent vulnerabilities in real-world
contracts. There still lacks a large-scale systematic study to
evaluate and understand the performance of these detection
techniques on real-world front-running vulnerabilities.

To address the research gap and evaluate the detection tech-
niques, the major challenge is how to build a large-scale and
representative benchmark with ground truth of vulnerabilities.
Existing studies cannot fill the gap due to two major limitations.
On the one hand, the existing benchmark is neither large-scale
nor contains representative contracts to evaluate front-running
vulnerability detection tools. An existing empirical study [15]
offers a benchmark with only four simple vulnerable contracts,
with 33.75 lines of code in each on average. On the other hand,
datasets of real-world attacks built by the previous measurement

studies [3], [7] cannot be used as benchmarks for the evaluation
of vulnerability detection techniques. There are two main rea-
sons. First, the measurement studies rely on several predefined
patterns and heuristic rules to match attacks in history, which
may not be comprehensive and potentially miss many attacks. As
to be shown in Section IV-D, the approach proposed by our study
is able to identify 24.42x time attacks than the existing dataset [7]
with 98.69% precision, indicating that many attacks are actually
missed by the existing work. Second and most importantly, none
of the measurement studies can localize vulnerabilities in smart
contracts. Only attacks, each consisting of several transactions,
are identified, while it is still unknown which code in the un-
derlying smart contracts enables the possibility of front-running
attacks.

To tackle the limitations of previous studies, we first propose
a general attack model and mine historical front-running attacks
using the model. The mined attacks serve as ground truth, from
which we propose a novel technique to localize front-running
vulnerabilities in smart contracts and build a benchmark. To
demonstrate the usefulness of our approach, we systematically
evaluate seven state-of-the-art tools and investigate the limita-
tions in their techniques.

Our attack mining algorithm enumerates all transactions in
history with efficient pruning strategies and a generic attack
model. Previous works [3], [7] rely on a limited number of
predefined patterns to find historical attacks, which can miss
many attacks. Our evaluation results show that our algorithm
can achieve 90.19% recall on a baseline dataset [7] and find
24.42x more attacks than the state-of-the-art technique. It also
has precision as high as 98.69% since we strictly follow the def-
inition of front-running in the attack model. We mine historical
attacks in the latest 800,000 blocks on the Ethereum mainnet
and collect 188,700 attacks in total.

With a large-scale dataset of real attacks, we localize vul-
nerable code in smart contracts. For each attack, we consider
the blockchain shared data manipulated by the attacker as taint
sources and perform dynamic taint analysis with the victim
transaction. We consider the program location where victim
profits are directly affected as the taint sink. Then we mark the
contract code executed along the taint flow trace from source
to sink as vulnerable. Our manual analysis among three authors
on a sample of attacks shows that the code localized by our
approach can cover the exploited vulnerable contract logic in
all attacks. In addition, we also find that our approach is precise
and marks 99.66% less code than the baseline. In the end, we
build a benchmark with 513 real-world attacks and identify the
vulnerabilities in 235 contracts whose source code is available.

Based on the benchmark, we perform an empirical study to
evaluate existing techniques. We aimed to answer the following
research questions.
� How many vulnerabilities can existing tools detect in our

benchmark?
� What are the limitations of existing tools in detecting front-

running vulnerabilities?
We conduct a systematic literature review on state-of-the-art

works and select seven tools that implement techniques support-
ing front-running vulnerability detection. We use these tools to
detect vulnerabilities in our benchmark. Our results show that
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existing tools have poor performance and can only detect vulner-
abilities exploited by at most 6.04% attacks. We then investigate
the limitations of the underlying techniques of each tool through
manual analysis of samples of missed vulnerabilities. Our major
findings include:
� Existing techniques can hardly perform precise inter-

contract analysis, failing to capture many vulnerabilities
involving cross-contract invocations.

� The wide use of cryptographic operations in contracts
makes it difficult to generate concrete transactions using
SMT solvers, limiting the capability of the techniques in
exploring transaction executions.

� Vulnerability detection patterns of existing techniques are
weak in capturing many front-running vulnerabilities.

� Many vulnerabilities are missed due to the negligence of
profit-making in tokens instead of Ethers.

To sum up, we make the following contributions in this work.
� We design an effective algorithm to comprehensively mine

front-running attacks in the Ethereum transaction history.
� We propose a novel approach to automatically localize

vulnerable code from a historical attack.
� We build a benchmark consisting of 513 real-world attacks

with vulnerable code localized in 235 distinct contracts,
which can be used to evaluate existing vulnerability detec-
tion techniques.

� We conduct an empirical evaluation on seven state-of-
the-art vulnerability detection tools and find that none of
them are effective, only with a low recall ≤ 6.04%. We
investigate and summarize four common limitations of the
techniques, providing insights for future improvements of
front-running vulnerability detection.

The implementation of our attack mining and vulnerability
localization, our benchmark, as well as the results of our evalu-
ations of existing tools, are made publicly available on GitHub:
https://github.com/Troublor/erebus-redgiant.

The following of this paper is organized as follows: Section II
introduces the background knowledge of front-running on the
blockchain. Section III discusses literature related to front-
running attacks and vulnerabilities in smart contracts. Section IV
aims to build a high-quality dataset of historical front-running
attacks. Section V is meant to build a front-running vulnerability
benchmark by localizing vulnerabilities from the attack dataset
built in Section IV. Section VI evaluates state-of-the-art contract
analyzers using the benchmark built in Section V and discusses
the limitation of these analyzers.

II. BACKGROUND

This section introduces the background knowledge of the
Ethereum blockchain and front-running attacks. We base our
presentation on Ethereum since it is the most popular blockchain
that supports Turing-complete smart contracts. In this paper,
blockchain refers to the Ethereum blockchain unless otherwise
specified.

A. Ethereum State Transition Model

Ethereum blockchain can be considered a state machine [2].
State transitions occur when transactions get executed in new

blocks mined by miners. A global state called world state is
maintained by Ethereum. The blockchain world state comprises
account cryptocurrency balances (in Ethers), smart contract
code, and key-value mapping storage for each smart contract.
Every executed transaction modifies the world state by perform-
ing a simple cryptocurrency transfer or invoking a smart con-
tract, which is the program stored on the blockchain specifying
the logic of world state modification. In order to achieve the
consensus of state transitions across all blockchain miners, the
execution of a transaction is deterministic given a pre-execution
world state, and transactions are executed sequentially according
to an order determined by miners.

B. Transaction Order in Blocks

The order transactions executed in each block are determined
by miners to enlarge their profits. Miners make profits by charg-
ing execution fees for each transaction [16]. The execution fee
is calculated by the multiplication of gas, which measures the
amount of computing resource consumed in the execution, and
the gas price. To maximize profits, miners usually prioritize
transactions that specify higher gas prices [3]. Users of Ethereum
can set a relatively higher gas price to prioritize the transaction
execution. Note that executing transactions in descending order
of gas price is not a must. Miners are free to order transactions
to their interest.

C. Front-Running Attacks

Front-running attacks have been clearly defined by several
Ethereum vulnerability taxonomies [17], [18]. Attackers lever-
age the information revealed by future transactions, execute
attack transactions in advance to make profits, and result in unex-
pected behavior in the victim transactions. On Ethereum, before
execution, pending transactions are stored in a pool, broadcast
to all miners, and known to attackers. Attackers can easily
obtain the information revealed by the pending transactions and
construct attack transactions to perform front-running attacks.
To execute attack transactions before the victim, the attacker
can either set a higher gas price or mine blocks themselves, as
mentioned in Section II-B. As a result, the victim transaction
has an execution outcome different from that without the attack
transaction executed, causing loss to the victim transaction user.

Front-running can occur in traditional financial markets. For
instance, in foreign exchange markets [20], malicious traders
can leverage internal information about upcoming large EUR
purchase orders, buy EUR using USD in advance at a lower price,
and sell them back to USD afterward at a much higher price. As
a result, the upcoming (victim) transaction buys EUR at a higher
price, while the malicious traders (attackers) obtain profits from
the price difference. Such markets are also implemented on the
blockchain. Fig. 2 shows the simplified logic of a popular token
exchange market, Uniswap [19], which contains front-running
vulnerabilities and enables attacks similar to those in foreign
exchange markets. The contract Pair holds the reserves of two
tokens to swap (token0 andtoken1) in variablesreserve0
and reserve1, respectively. The exchange rate between these
two tokens is determined by the ratio of reserves held by con-
tract Pair. The swap function swaps the given amount of
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Fig. 2. Simplified version of UniswapV2 [19] contract. Attackers invoke
function swap before victims. Attackers can buy token1 with token0 at
a lower price, and sell token1 afterward at a higher price to make arbitrage.

token0 (amount0) to token1. The swapped amount1 is
calculated using reserves of contractPair at line 10. The victim
transaction swapping token0 for token1 can be attacked if
the attacker invokes function swap in advance. The attacker’s
transaction will modify the values in variables reserve0 and
reserve1 at line 28, changing the ratio of two tokens’ reserves.
As a result, the victim receives less token1, according to the
calculation ofamount1 at line 10, i.e., the victim buystoken1
at a higher price. The attacker can later sell token1 at a much
higher price after the victim transaction to make profits.

Front-running is illegal in traditional markets regulated by
the government. However, there is no similar governance on the
blockchain. Attacks are much easier to launch since malicious
users can easily know upcoming transactions from the public
pool of pending transactions. Inserting attack transactions before
victims is possible since the execution orders are determined by
miners without any restrictions. Therefore, front-running attacks
are prevalent on the blockchain and cause much damage [7].

III. LITERATURE REVIEW

A. Smart Contract Vulnerability and Detection

Researchers have identified many different types of vul-
nerabilities in smart contracts [17], including integer over-
flow/underflow, reentrancy, denial of service, and etc. Various

techniques have been proposed to detect these vulnerabilities [8],
[9], [10], [11], [12], [21], [22], [23], [24], [25], [26], [27],
[28], [29], [30], [31], [32], [33], [34], [35], [36], [37], [38],
[39], [40], [41]. Among them, we focus on those techniques
capable of detecting front-running vulnerabilities in smart con-
tracts. Such vulnerability captures the key of front-running
attacks: transaction order could influence the execution results.
The authors then proposed Oyente [8] the first one detecting
front-running vulnerabilities, bycheckingE whether there are
different ther transfer flows in different execution paths using
symbolic execution [42]. Following Oyente, many other vulner-
ability analyzers support transaction order dependency detection
using various techniques. Ethracer [9] adopts dynamic symbolic
execution to generate concrete transactions and checks whether
the resulting blockchain world state is sensitive to the execution
orders of these transactions. Mythril [12] and Conkas [43]
leverage symbolic execution and static taint analysis [44] to
detect front-running vulnerabilities by checking whether there
are feasible execution paths where Ether transfers are affected by
taint sources, which are contract storage that another transaction
can modify. Securify [11] uses abstract intepretation [45] to
match contract with security property patterns, i.e., the receiver,
amount, and path conditions of Ether transfers should not depend
on variables that another transaction can manipulate. Similarly,
Sailfish [10] builds the smart contract state dependency graph,
summarizing the read-write dependencies between different
public functions, which different transactions invoke. Then,
the same security patterns of Securify are applied to the state
dependency graph to detect vulnerabilities.

B. Vulnerability Empirical Studies and Benchmarks

In addition to various vulnerability detection techniques pro-
posed, researchers have made efforts to evaluate the capability
of these techniques from different aspects. Durieux et al. [15]
collect two datasets of smart contracts. One dataset has vulner-
abilities labeled, which can be used to evaluate the vulnerability
detection recall rate. However, this dataset is small-scale, only
containing four simple contracts suffering from front-running
vulnerabilities, with 33.75 lines of code on average. The other
dataset built by Durieux et al. [15] is large-scale, containing
47,518 contracts. However, this dataset does not have the ground
truth of the vulnerabilities. Ghaleb and Pattabiraman [14] pro-
pose to inject vulnerabilities into real-world smart contracts to
obtain the ground truth of vulnerabilities for detection technique
evaluation. However, However, their approach can only inject a
few rigid vulnerable code snippets in smart contracts, which
may not be the real vulnerable code exploited in real-world
attacks. In addition, in our study, we find that sometimes the
front-running vulnerability resides in the business logic of in-
teraction among multiple contracts, e.g., the example in Fig. 2.
Such cross-contract vulnerability is closely coupled with the
semantics of the underlying contracts and can not be injected
with the proposed injection approach. Our study is meant to
build a large-scale benchmark with vulnerability ground truth
in real-world contracts, which significantly differs from the
previous studies. As shown in Section VI, our benchmark is able

Authorized licensed use limited to: Chinese University of Hong Kong. Downloaded on July 13,2023 at 08:17:37 UTC from IEEE Xplore.  Restrictions apply. 



3634 IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. 49, NO. 6, JUNE 2023

to reveal the performance of various contract analyzers in real-
world contracts. Perez and Livshits [46] conduct an empirical
study on the contracts that are reported as vulnerable by various
analyzers. Their results show that most front-running vulner-
abilities reported by analyzers are benign and have not been
exploited in history. Their study focuses on the exploitability of
the vulnerabilities reported by analyzers and only mines attacks
on those reported contracts. However, as shown in our study
(Section VI), state-of-the-art analyzers miss a large number of
vulnerable contracts that suffer from front-running attacks. As
a result, most of the front-running attacks are not included in
the dataset collected by Perez and Livshits [46]. Besides, their
study has different objectives from ours. Their objective is to
study the precision of analyzers in terms of exploitability while
ours is meant to build a benchmark and evaluate the detection
recall rate in real-world contracts.

C. Real-World Attacks and Measurement Study

Although researchers have identified front-running attacks for
years, such attacks have always been prevalent in real-world
smart contracts. Daian et al. [3] analyzed the transaction traffic
on the Ethereum blockchain, showing that many arbitrage bots
are competing with each other to perform front-running attacks
on transactions submitted by ordinary users automatically. Es-
kandari et al. [6] conducted a case study on four categories of
smart contracts and found that front-running attacks could hap-
pen in contracts designed for cryptocurrency exchange markets,
crypto-collectible games, gambling, and name services. From
the case study, the authors identified three attack patterns, i.e.,
displacement, insertion, and suppression. Displacement attacks
usually observe the input of the victim transaction, invoke the
contract in advance as the victim would do, and obtain any profit
that would be given to the victim transaction sender. The example
contract in Fig. 1 is vulnerable to displacement attacks. An
insertion attack is performed by inserting a transaction before the
victim transaction, altering the state that the victim transaction
will executethe based on, and then executing another transaction
after the victim to collect profits. The example attack in financial
market mentioned in Section II-C is a typical insertion attack. A
suppression attack is meant to attack time-sensitive transactions
by filling the current block and delaying the victim transaction.
Based on the findings from Eskandari et al. Torres et al. [7] took
the first step to measure the real-world front-running attacks on
Ethereum. They identified around 200 thousand attacks from the
blockchain transaction history and found that displacement and
insertion attacks take the majority, obtaining an accumulated
profit of 18.41 M USD. Qin et al. [47] also conducted a similar
measurement study on the Ethereum blockchain, also showing
that front-running attacks are prevalent and causing considerable
financial loss.

IV. ATTACK MINING AND DATASET

We aim to build a benchmark of vulnerable contracts from
real-world front-running attacks. However, it is non-trivial to
mine historical attacks given the large search space, and there
exists no generic attack model to identify front-running attacks.

This section introduces our attack model, based on which we
propose an algorithm to effectively and comprehensively mine
attacks in the blockchain transaction history.

A. Attack Model

We model one front-running attack in blockchain transaction
history with a tuple of transactions: 〈Ta, Tv, T

p
a 〉, whereTv is the

victim transaction being attacked, andTa andT p
a are transactions

from the attacker. We define two transaction execution scenarios:
Definition 1 (Attack Scenario): The tuple of transactions are

executed in the order Ta → Tv → T p
a .

Definition 2 (Attack-Free Scenario): The tuple of transactions
are executed in the order Tv → Ta → T p

a .
The attack scenario refers to the execution order in the

blockchain history where the attack occurred. The attack-free
scenario refers to the execution order without interference from
attackers, which was intended by the victim.

We consider A = 〈Ta, Tv, T
p
a 〉 as a front-running attack if it

satisfies two properties:
Property 1 (Attacker Gain): The attacker obtains financial

gain in the attack scenario compared with the attack-free sce-
nario.

Property 2 (Victim Loss): The victim suffers from financial
loss in the attack scenario compared with the attack-free sce-
nario.

The financial gain and loss of attackers and victims are mea-
sured by the amount of cryptocurrency and tokens that attackers
and victims receive in the transactions. We consider Ether, the
native cryptocurrency on Ethereum, as well as four popular token
standards as quantitative financial profits, namely ERC20 [4],
ERC721 [48], ERC777 [49], and ERC1155 [50], which are
all the token standards1 listed in the official documentation of
Ethereum [52]. It is possible that in some specific contracts, the
attacker may target other forms of assets besides the standard
cryptocurrency and tokens. We do not include non-standard
assets since our attack model is designed to be general and not
limited to specific contracts. If necessary, our attack model can
be easily extended to support other non-standard forms of assets.
One only needs to define profit gain or loss on the non-standard
asset, and our approach will work seamlessly.

The intuition of our attack model is that the attacker should
steal benefits from the victim by inserting Ta and manipulating
the world state on which Tv executes. The Attacker Gain prop-
erty specifies that the attacker benefits from front-running victim
transactions. If not, the attacker has no incentive to front-run the
victim transaction since prioritizing the execution of transactions
requires extra costs (Section II-B). The Victim Loss property
specifies that the victim is harmed due to the attack transaction
executed in the front. The Victim Loss property is designed to
exclude the case where some transactions can gain more profits
without harming other transactions. Without considering the
Victim Loss property, it is hard to validate whether such a case is
a real attack since there is no victim. To minimize the possibility

1We do not include ERC4626 [51] here since it is an extension of ERC20.
Supporting ERC20 will support ERC4626 tokens intrinsically.
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of including a false attack, we require that there must be a victim
who loses profits in the attack-free scenario.
T p
a is optional to perform an attack. Eskandari et al. [6] found

that attackers may or may not need to execute another transaction
after Tv to collect profits2 (Section II-C). If 〈Ta, Tv〉 already
satisfies the above attack properties, it is considered as an attack
without T p

a .
Discussion: Our attack model is designed to capture tuples

of transactions indicating that the underlying smart contracts
contain front-running vulnerabilities, i.e., allow some users
front-run other users’ transactions to make profits. Tuples of
transactions identified by our attack model serve as poofs of
concepts [53] for front-running vulnerabilities in the underlying
smart contracts. In other words, transactions identified by our
attack model demonstrate the feasibility of attacking Tv by
insertingTa andT p

a before and afterTv to obtain financial profits.
In blockchain history, the submitter of Ta may not deliberately
manipulate the transaction orders to make profits, though Ta is
accidentally executed before Tv , causing financial loss to the
victim. However, Ta is still a valid attack to Tv and will be
identified by our attack model. What is captured by our attack
model is the de-facto attack based on the transaction execution
result instead of the intention of the attackers.

Our attack model may also miss some attacks. The purpose
of attackers may not be to obtain financial profits as captured
by our two attack properties. However, such incentives are hard
to validate. Therefore, we limit our scope to attacks that make
financial profits. In addition, attackers may also insert multiple
transactions before and after Tv to perform an attack, but there is
no evidence that such a scenario is common. In the measurement
study conducted by Torres et al. [7], only 0.025% of front-
running attacks they found involved multiple attack transactions
before and afterTv . This is because blockchain users need to pay
extra fees for each separate transaction. Rational attackers will
merge multiple attack transactions into an atomic one to reduce
costs. Therefore, we limit our scope to those attacks involving
only one attack transaction before and after Tv for the sake of
scalability. The search space will otherwise grow exponentially
if we consider multiple attack transactions, while there may not
be many more attacks to be mined.

Popular front-running attack cases well-known to the
blockchain community are in line with our attack model. Max-
imum Extractable Value (MEV) [3] is a well-known concept
in the Ethereum community, which refers to the digital assets
that can be withdrawn from contracts permissionlessly. Assets
cumulatively worth more than 696 M US dollars have been with-
drawn by March 2023 [54]. Daian et al. [3] have shown that MEV
withdrawal transactions are generally subject to front-running
attacks, and the attacks prevalently occur on the blockchain.
Any blockchain user is qualified to withdraw the MEV. Only
the first of many transactions withdrawing the same MEV will
successfully obtain the MEV as profits, while others will end
up with no profits but still paying transaction fees. Therefore,
different users compete for the same MEV, and the first executed
transaction is attacking others for grabbing the limited number of

2The superscript p in T p
a means profit collection.

Algorithm 1: Mine Attacks in Transaction History.

MEV as profits. The front-running attacks on MEV transactions
satisfy our attack properties, and they can be captured by our
attack model.

B. Attack Mining

Existing measurement studies attempt to mine attacks using
predefined patterns of transaction data or execution traces to
characterize attacks [3], [7]. For instance, they consider transac-
tions that copy the data of another transaction as attacks or search
for transactions swapping tokens in the same way as described
in Fig. 2 in a limited number of already known vulnerable
token exchange contracts. As proposed below, we do not rely
on any predefined patterns and mine attacks comprehensively in
the transaction history by enumerating all possible transaction
combinations and identifying attacks based on our attack model.

Algorithm 1 shows the attack mining procedure in a transac-
tion history, which is represented as a sequence of transactions
T. It searches for the combinations of historical transactions
that satisfy the attack model. The key idea of the mining al-
gorithm is that a successful front-running attack must result
in a transaction sequence in the transaction history matching
the attack scenario (Ta → Tv → T p

a ). We can then simulate its
corresponding attack-free scenario (Tv → Ta → T p

a ) to validate
whether the transaction sequence satisfies our two attack prop-
erties defined in Section IV-A. We consider every transaction
in the history as a potential Ta (line 2) and then search for
any subsequent transaction Tv (line 4) that was successfully
attacked by Ta. Function satisfyProperties executes the
given transactions in the attack and attack-free scenarios and
checks whether the execution result satisfies the two properties.
As explained, an attack can be accomplished by two or three
transactions. If the attack properties based on the two execution
scenarios can be satisfied by Ta and Tv , it is an attack by two
transactions. Otherwise, the algorithm continues to search in
subsequent transactions for the third transaction T p

a (line 11)
such that 〈Ta, Tv, T

p
a 〉 forms an attack.
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In satisfyProperties function, we consider the trans-
action sender of Ta and Tv as the attacker and victim, respec-
tively. Given that many attackers use bot contracts [7] to perform
attacks, we also consider the first contract that Ta invokes as the
attacker. Financial gain or loss is determined using the difference
in the amount of digital assets (Ether, ERC20 [4], ERC721 [48],
ERC777 [49], and ERC1155 [50]) that the attacker or victim
receives in two transaction execution scenarios.

When checking whether the transactions satisfy the prop-
erties, we consider the existing execution in the blockchain
history as the attack scenario and aggregate the total profits of
attackers and victims. For the attack-free scenario, we simulate
the execution ofTv based on the blockchain world state in history
before Ta. Then, Ta and T p

a are simulated after Tv. Profits of
attackers and victims in the attack-free scenario are collected
from the execution result of this simulation.

Executing transactions in attack and attack-free scenarios is
expensive, especially when we aim to enumerate all possible
combinations of transactions to mine attacks. The worst case
time complexity of Algorithm 1 is O(t|T|3), where t is the
average execution time of a transaction. We make improve-
ments to the algorithm efficiency without missing attacks. We
verify the necessary conditions of the attack properties in the
shouldPrune function and prune the search space early if
the conditions are not satisfied without missing any attacks. The
primary necessary condition is that Ta and Tv must have read-
write conflicts [55] on some shared data in the blockchain world
state [56], i.e., the account balance, contract code, and contract
storage. Inferring from the execution trace in the blockchain
history, we consider Ta and Tv have read-write conflicts if Ta

modifies the same shared data that Tv performs a def-clear [57]
read. Def-clear reads refer to those read operations the variables
read by which are not written previously in the execution trace
of the same transaction. Otherwise, the execution outcome of
Ta and Tv is irrelevant to the order between them, and the attack
properties will not be satisfied. In addition, we also prune the
search space if Ta and Tv are submitted by the same account.

C. Front-Running Attack Dataset

We use our attack mining algorithm to mine front-running
attacks in the block range 13,000,000 −13,800,000, which are
the latest 800,000 blocks when this study is conducted. We split
the entire blockchain history into windows of three blocks and
slide the window with an offset of one block. In the range of
history that we are about to analyze, there are 799,998 block
windows. In each window, transactions in the consecutive blocks
are concatenated into one sequence and we mine attacks in
this sequence with Algorithm 1. We analyze 16 block windows
in parallel, and the mining timeout in each block window is
60 s. The mining is performed on a CentOS 8 machine with an
AMD Ryzen 3975WX CPU and 512 GB RAM. It takes in total
69.54 days to finish the mining in all block windows, 7.51 s
for each block window on average. We do not mine attacks in
the entire blockchain history because the contracts exploited by
older attacks may no longer be active. Although the average
mining time of each block window is only around half of the
average Ethereum block interval (15 s) [58], it is also impractical

TABLE I
NUMBER OF ATTACKS IN BASELINE DATASET THAT CAN BE FOUND BY OUR

ATTACK MINING ALGORITHM

to mine the entire Ethereum history. In the end, we obtain the
datasetDA, comprising 188,700 attacks, from the attack mining.

D. Attack Mining Evaluation

To ensure the quality of dataset DA, we evaluate our attack
mining algorithm by answering RQ1:
� RQ1: Is our mining algorithm effective in finding attacks?

� RQ1-1: Can our algorithm effectively find real attacks?
� RQ1-2: Can our attack model effectively characterize

attacks?
� RQ1-3: Can our algorithm outperform the state-of-the-

art attack mining technique in finding attacks?
Methodology: To evaluate the algorithm’s precision in RQ1-1,

we manually analyze 383 attacks (DS), which are randomly sam-
pled among all attacks (DA) to achieve 95% confidence level and
5% confidence interval. To facilitate manual analysis, we only
sample those attacks whose invoked smart contracts have source
code available. Three authors individually analyze the execution
traces of each transaction in each sampled attack, interpret the
semantics of underlying smart contracts, and check whether
each attack found by our algorithm is an actual front-running
attack according to the attack definition [17], [18], which states
that attackers leverage the knowledge of future transactions to
make profits. If the three authors have different opinions, which
cannot be solved after discussions, we will consider the attack
as a false positive. In the manual check, we check whether the
attacker leverages the knowledge of the future victim transaction
by checking whether the attacker can still obtain profits if no
victim transaction is submitted. If the attacker can no longer get
profits, then it means the attacker does leverage the knowledge
of the future transaction and we will consider the attack as a
real front-running attack. For instance, in Fig. 1, if the victim
transaction that reveals the user’s signature is not submitted, the
attack transaction will have no way to pass a valid signature
argument to the relayOperation function. Similarly, in
Fig. 2, if the victim transaction that swaps token0 to token1
is never submitted, the exchange rate will not change after the
attack transaction, and the attacker will not make profits from
the price difference. To answer RQ1-2 and RQ1-3, we consider
the measurement study conducted by Torres [7] as the baseline,
which proposes an approach mining historical attacks using
predefined transaction patterns for displacement, insertion, and
suppression attacks, respectively (Section III-C). Baseline offers
a dataset of three categories of attacks, as shown in the first row
of Table I. To answer RQ1-2, we apply our attack algorithm
to mine all the attacks in the baseline dataset and check if our
model can capture those attacks. For RQ1-3, we apply our algo-
rithm to mine attacks in the latest 1,000 blocks (block number
11,299,000-11,300,000, containing 175,552 transactions) that
the baseline mined and check whether our algorithm can find
more attacks.
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Results: For RQ1-1, there are only five falsely reported at-
tacks, giving 98.69% precision. All of them are caused by inap-
propriate attack-free scenario execution. In blockchain history,
there could be many other transactions between Ta, Tv , and T p

a .
When we change the transaction orders to mimic attack-free
scenarios, the relative orders between Ta (or Tv) and other
transactions are also changed. Financial profits of the attack or
victim could be affected by such relative orders. As a result, the
financial profits in the attack-free scenario could be incorrectly
calculated, and false-positively reported attacks may be induced,
but our manual check shows that such cases are rare.

Table I shows the experiment results for RQ1-2. Out of the
total 199,724 attacks in the baseline, our attack model can iden-
tify 90.19% (180,125), indicating the generality of our attack
model. We further investigate the reasons for missed attacks.
Among the three types of front-running attacks collected by
the baseline, all the suppression attacks involve multiple attack
transactions before the victim transaction, which do not fit
our attack model. This is not a significant flaw in our attack
model since suppression attacks only comprise a tiny portion
(0.03%) of all attacks. We sample 61 out of 73 and 377 out of
19,469 (95% confidence level, 5% confidence interval) missed
displacement attacks and insertion attacks to analyze the reason,
respectively. We find that 215 attacks are missed because our
model is more conservative and stricter than the patterns used
by the baseline. For instance, two transactions compete to buy
the same NFT [59] with ERC20 tokens, and only one of them
will succeed. The baseline considers such a case as an attack.
However, it is unknown whether the NFT is worth more than
the paid ERC20 tokens, so our model does not consider it an
attack. In 160 cases, the attacker obtains zero profits or loses
profits in the attack scenario. For 19 missed attacks, we cannot
re-execute the transactions in the attack-free scenario due to a
violation of blockchain protocol (e.g., transaction nonce, block
limit, etc.). Thus our algorithm does not report these attacks. The
rest 44 missed cases are caused by the inappropriate attack-free
scenario execution as described in the previous paragraph.

In the experiment for RQ1-3, the baseline is able to find 277 at-
tacks in the block range, while our algorithm is able to find 6,765
attacks, 24.42x more. All the attacks found by the baseline can
be found by our algorithm. This result shows that our algorithm
has a much higher recall rate in finding attacks. This is because
our algorithm comprehensively enumerates transactions in the
blockchain history instead of relying on the heuristic patterns
like the baseline.

Answer to RQ1: Our attack mining algorithm can effectively
find 24.42x more attacks than those by baseline with 98.69%
precision. The effectiveness of our mining algorithm ensures
the quality of dataset DA, which serves as a basis for the
following study.

V. VULNERABILITY LOCALIZATION AND BENCHMARK

While Section IV-C describes the construction of the dataset
D

Afor front-running attacks, the dataset cannot be used directly
to evaluate various techniques’ performance in front-running

vulnerability detection. Each entry in D
Ais an attack consisting

of two or three transactions but it does not pinpoint the vulnerable
code snippet(s), which provide essential information to validate
if vulnerabilities are correctly detected. In this section, we
present our approach to localizing the vulnerable code snippets
from the transactions.

A. General Ideas in a Nutshell

Pinpointing the vulnerable code snippet(s) responsible for
an attack is an open problem. In many cases, it could be the
overall logic design of the vulnerable contract instead of a single
line of code or a function. For instance, in Fig. 2, it is the
algorithm design, which calculates the exchange rate of tokens,
that enables front-running transactions. None of the functions
alone is vulnerable without considering the logic of others. In
this example, the attack transaction Ta calls the swap function
(Line 3) before the victim transactionTv , reducing the amount of
swapped tokens obtained by Tv. A naive approach is to consider
all the code in Fig. 2 executed by Tv in an attack scenario to
be vulnerable. However, this approach is too coarse and may
falsely consider a large portion of code as vulnerable. The code
at Line 5–6 to pay a constant swap fee, and the body of function
logSwap invoked at Line 12 are falsely marked vulnerable,
although they are unrelated to the vulnerable logic to compute
the amount of swapped tokens.

This motivates us to devise a more accurate mechanism that
can scale to the large dataset DAto localize vulnerable code. In a
nutshell, our approach identifies the blockchain data accessed by
the victim transaction Tv but altered by the attack transaction Ta

(attack altered data), and performs a dynamic taint analysis [44]
with Tv using attack altered data as taint sources. We consider
taint sinks the program location where profits earned by the
victim are directly affected. We extract the taint flow trace from
source to sink and consider the contract code executed along
this trace as vulnerable. Specifically, the attack altered data of
an attack is defined as follows:

Definition 3 (Attack Altered Data): The attack altered data
in an attack A = 〈Ta, Tv, T

p
a 〉 is the blockchain data that Tv

performs a def-clear read after the data has been stored by Ta in
the attack scenario.

In Fig 2, both Ta and Tv invokes function swap. Ta modifies
contract variables at line 28, which are later loaded by Tv

at line 10. We consider these two variables (reserve0 and
reserve1) as taint sources in the dynamic taint analysis of
Tv . Profits earned by the victim are transferred at line 31, whose
amount is decreased because of the attack. We thus consider
line 31 as the taint sink. We then compute the vulnerable code
snippet by extracting the flow from source to sink, i.e., line 10→
14→ 31. The vulnerable logic that computes the token exchange
rates using attack altered data is identified, while contract code
at line 5–6 andlogSwap function are excluded. Compared with
the naive approach, which marks all lines of code, we only mark
three lines in function swap and doSwap as vulnerable.

B. Localize Vulnerability With Influence Trace

Now we present how to mechanically localize vulnerable code
snippet(s) from an attack A = 〈Ta, Tv, T

p
a 〉. First, we localize
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the taint sources by identifying attack altered data in the attack
scenario. Blockchain shared data, i.e., account balances, contract
code, and contract storage, which are modified in Ta and read
without preceding writes (def-clear [57] reads) in Tv , is consid-
ered as attack altered data. Those operations in Tv that perform
def-clear reads on attack shared data are considered taint sources.
Second, we localize the taint sink that is held responsible for the
loss of victim’s financial profits. We conduct a manual analysis
on the same set of attack samples D

Sas in Section IV-D and
check how victims’ financial profits are influenced by attack
altered data. We make an interesting finding that all attacks
can be summarized into three attack patterns based on how
the attack altered data influences victim transactions, namely
Path Condition Alteration, Computation Alteration, and Gas
Estimation Griefing. Taint sinks are defined accordingly for
different attack patterns.

Path Condition Alteration:

1 if (altered(sharedData)) {
2 uint profit = computeProfit();
3 victim.transfer(profit);
4 }

The above code snippet shows the first attack pattern. The
victim’s profit depends on a path condition evaluated using
attack altered data. The example shown in Fig. 1 falls into this
pattern. In this pattern, the root cause is that the path condition
is manipulatable by attackers, while the computation of profits
is not. We consider the conditional statement as the taint sink.
Note that we cannot use the profit transfer operations as taint
sinks since they do not necessarily data-depend on the attack
altered data.

Computation Alteration:

1 uint profit = calculateProfits(
2 altered(sharedData)
3 );
4 victim.transfer(profit);

The above code snippet shows the computation alteration
pattern. The computation of the victim’s financial profit is ma-
nipulated without changing the execution path. Attacks on the
example exchange contract in Fig. 2 falls into this pattern. We
consider the statement that transfers profits to the victim as the
taint sink.

Gas Estimation Griefing:

1 parameterizedExpensiveOperation(
2 altered(sharedData)
3 );
4 victim.transfer(profit);

Gas estimation griefing is different from the previous two
patterns. Instead of manipulating the execution path or compu-
tation outputs, the attacker attacks by leveraging the gas model
of Ethereum. Blockchain users need to estimate and specify a

sufficient gas limit before submitting transactions, otherwise
the execution fails. The gas consumption of transactions may
depend on the attack altered data, in which case attackers can
make the actual gas consumed by the victim transaction larger
than the user-specified limit. As a result, attackers could make
victim transaction fail to their own benefit. Note that the underly-
ing smart contracts may not contain vulnerabilities because the
attack will not succeed if the victim transactions are equipped
with sufficient gas. Therefore, we do not define taint sink or
localize vulnerabilities for gas estimation griefing attacks.

We classify the attack A into attack patterns by inspecting
the execution traces of Tv in the two execution scenarios, and
identify the taint sink δ accordingly. Let τ and τf denote the two
execution traces of Tv in the attack and attack-free scenarios,
respectively. If τ throws an out-of-gas exception while τf does
not,A is considered a gas estimation griefing attack and excluded
from our vulnerability localization. To classify the attack into
the other two patterns, we first extract the sequences of program
locations performing digital asset transfers in τ and τf , and
denote them as [τ0, τ1, . . ., τp] and [τf0 , τ

f
1 , . . ., τ

f
q ], respectively.

We distinguish the attack patterns of an attack by checking the
proper prefix of τ and τf .

Case 1 (Path condition alteration): ∃i, 0 ≤ i ≤ max(p, q)

such that τi �= τfi and ∀j, 0 ≤ j < i ∧ τj = τfj . We categorize
attack A as a path condition alteration attack, and consider the
first divergence point between τ and τf as δ for this attack, where
τi and τfi control-depend on δ.

Case 2 (Computation alteration): ∀i, 0 ≤ i ≤ max(p, q) ∧
τi = τfi . We categorize attack A as a computation alteration
attack. Note that there must exist j,0 ≤ j ≤ max(p, q), such that
the transfer operation at program location τj (or τfj ) transfers
a different amount of digital assets. We consider the program
location τj as δ for this attack.

Finally, we extract the flow trace from the taint source to the
sink. We call this flow trace influence trace, covering the code
that depends on attack altered data and influences the victim’s
financial profits. Note that for one attack, there can be multiple
taint sources and thus multiple influence traces since the attack
altered data may be loaded as tainted values in different places.
We use influence traces to over-approximate the vulnerability
location of an attack by considering all code executed in an
influence trace as vulnerable. It is a trade-off between localizing
a smaller range of vulnerable code and ensuring the vulnerability
is covered by the marked code, because it is hard to precisely
and correctly localize without contract specifications from de-
velopers.

C. Vulnerability Localization Evaluation

We evaluate the effectiveness of our vulnerability localization
approach with the following research question:
� RQ2: Can our approach precisely identify the exploited

vulnerabilities from real-world attacks?
Methodology: We answer RQ2 from two aspects with the

dataset D
Sas mentioned in Section IV-D. First, we check

whether the exploited vulnerability can be localized by our
approach, given a real-world attack. We perform a manual
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analysis on each attack in D
S . The five falsely reported at-

tacks identified previously are excluded. As pointed out by
previous studies [6], [8], [9], [10], [11], [23], [56] and SWC
Registry [17], the root cause of front-running vulnerability is
the race condition [60] in the smart contract where the execution
result depends on the order of transactions. Specifically, in the
manual check, we consider vulnerability locations to be the code
locations where the victim transaction loads the attack altered
data modified by the attack transaction, i.e., locations of the
read-write conflicts between the victim and attack transactions.
We do not consider locations of write-write conflicts as vulner-
ability locations since in these cases, the victim transaction’s
execution result is not affected. If the code snippet identified by
our approach includes the vulnerability locations, we consider
our vulnerability localization result as a true positive. Three
authors individually check for each attack, and all disagreements
are discussed until they are resolved. Second, we check whether
our approach can precisely pinpoint vulnerable code without
including many unrelated code. We build a baseline based on
the naive approach mentioned in Section V-A, i.e., considering
all code executed by Tv as vulnerable. We collect and compare
the number of EVM [2] instructions identified as vulnerable code
by the baseline and our approach, respectively. We measure how
many unrelated code our approach can reduce compared to the
baseline.

Results: In our manual inspection, we find that the identified
vulnerable code is able to cover the vulnerable logic exploited
in all 378 attacks of D

S . As shown in Fig. 3, on average,
25.25 EVM instructions are marked vulnerable for each attack.
Compared to the baseline, our approach marks only 0.34% of
those instructions marked by the baseline as vulnerable, resulting
in a 99.66% reduction rate. One can leverage our approach
to construct effective and large benchmarks on front-running
vulnerabilities in the absence of contract specifications.

Answer to RQ2: Our localization approach is effective in
pinpointing vulnerable code to a much smaller range than the
baseline without missing any exploited vulnerabilities.

D. Benchmark Construction

To build a benchmark for the comparison of vulnerability
detection tools, we extract influence traces for each attack in
dataset DA. Attacks that result in multiple influence traces are
excluded to avoid ambiguities in vulnerability localization. We
mark all public contract functions that are executed in the influ-
ence traces as vulnerable. We label vulnerable functions because
the contract analyzers evaluated in Section VI commonly report
problems at the function level.

We do not have the ground truth of all vulnerabilities in each
contract. For each contract included in the benchmark, we are
unsure if our benchmark has labeled most of the vulnerabilities
ever exploited in blockchain history, because we did not mine the
entire blockchain history in Section IV-C. To mitigate this threat,
we focus on a set of most popularly attacked contracts and check

Fig. 3. Distribution of the number of EVM instructions marked as vulnerable
by the baseline and our approach for each attack in DS .

Fig. 4. The total number of distinct vulnerable functions in top-1200 contracts
saturates as more attacks are sampled from DP .

if additional vulnerabilities in these contracts can be labeled
when more attacks in the blockchain history are considered.

The following strategy is adopted for benchmark construction.
We select top-N popularly attacked contracts and only consider
vulnerable functions in these contracts in our benchmark. The
popularity is measured by the invocation frequency of each con-
tract in all the influence traces of all attacks in dataset DA. From
D

A, we select a subsetDP of attacks whose influence traces only
involve contracts in these top-N contracts. Then, n% attacks are
sampled from D

P . We increase n from 1 to 100 with step 1 and
compute the number of distinct vulnerable functions localized in
each sample. If the total number of distinct vulnerable functions
saturates as n increases, it indicates that we are unlikely to
find new vulnerable functions in these top-N contracts even
if we keep mining for more attacks in the blockchain history.
In other words, the occurrence of saturation hints that exploited
vulnerable functions in the selected contracts have been mostly
labeled. Intuitively, we want to include more contracts in the
benchmark while saturation is observed. In our study, we set N
to 1200. Fig. 4 shows the total number of distinct vulnerable
functions against the sampling size of D

P . The number of
vulnerable functions only increases by 0.36% (from 1,365 to
1,370) between 90% and 100% samples. The saturation would
gradually disappear when the number of contracts considered
increases beyond 1,200.

Therefore, we build benchmark B
A on the 1,200 selected

contracts by analyzing the attacks in dataset DP . Vulnerable
functions in these contracts are labeled with influence traces, as
previously explained for each attack. In addition, we also use
influence traces to remove those attacks that exploited the same
vulnerability. If multiple attacks have the same influence trace,
we consider that they are duplicate exploitation and include only
one of them. To facilitate manual analysis, we include only those
attacks occurring at the functions whose source code is available
on Etherscan [61]. As a result, we construct the benchmark B

A
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consisting of 513 attacks with vulnerable functions localized in
235 distinct contracts.

VI. EVALUATION OF EXISTING TOOLS

In this section, we demonstrate the use of BA to understand
the status quo of front-running vulnerability detection. We eval-
uate tools that implement state-of-the-art vulnerability detection
techniques and answer the following research question.
� RQ3: How many vulnerabilities can existing tools detect

in our benchmark?
� RQ4: What are the limitations of existing tools in detecting

front-running vulnerabilities?

A. Tool Selection

We conduct a systematic literature review to collect tools that
implement representative state-of-the-art smart contract analysis
techniques detecting front-running vulnerabilities. Based on the
guideline from Brereton et al. [62], we search for related pub-
lications in top-tier conferences and journals, perform a back-
ward snowballing to find more literature, and collect available
tools from them. To largely include the state-of-the-art tools,
we use contract, ethereum as search keywords and search for
publications in all CORE [63] A/A* ranked venues in software
engineering and security fields with research code: 4612, 4604,
and 0803. For each matching publication, we read the abstract
and apply the following criteria: 1) Empirical studies and lit-
erature reviews are excluded. 2) Only papers about detecting
contract vulnerability without requiring additional information
from developers are included. At this step, we are able to collect
47 publications in 18 venues. We continue to perform a backward
snowballing by searching for related literature in the references
of these publications. In the end, we find 17 additional papers,
technical reports, and GitHub repositories. From these literature,
we collect available tools, which implement the techniques that
support the detection front-running vulnerabilities. In the end,
we collect seven tools suitable for our empirical evaluation,
namely Oyente [8], Securify [11], Ethracer [9], Mythril [12],
Conkas [43], Securify2 [64], and Sailfish [10]. The techniques
used in these tools are discussed in Section III-A.

B. Experiment Design

For each attack in benchmark B
A, we run experiments to

check whether the exploited vulnerability can be detected by
each tool. We use each tool to analyze all contracts whose
code is marked vulnerable in B

A . Note that none of the se-
lected tools support analyzing a group of contracts together,
so we let each tool analyze contracts individually. Two tools,
i.e., Securify2 and Sailfish, can only analyze contracts in source
code in a single file. We use Hardhat [65] toolchain to flatten
contract source code into a single file and let these two tools
analyze the flattened source file. For all other tools that analyze
contract bytecode, we compile the contract source code into
Byzantium EVM bytecode [66], which is the most compatible
version supported by all tools. Different tools may detect various
types of vulnerabilities. However, we are only interested in the

TABLE II
VULNERABILITY DETECTION RESULT OF EACH TOOL ON BENCHMARK BA

result of front-running vulnerability, i.e., event ordering bugs
in Ethracer, state inconsistency bugs in Sailfish, and transaction
order dependency in all other tools.

We set the analysis timeout of each tool equally to three hours,
which is larger than the longest timeout among the evaluation
experiments of these tools’ original papers. With benchmark
B
A, we adopt the following approach to check whether a vul-

nerability exploited by an attack is detected by each tool. In
the detection results of one tool, we consider one attack is true
positive (TP) if the tool reports problems in any of the vulnerable
functions localized with this attack as described in Section V-D.
If none of these functions is reported vulnerable by the tool,
we consider the attack is false negative (FN). The recall rate
of each tool is computed with the total number of TP attacks
divided by the total number of attacks in B

A . Note that our
benchmark does not label vulnerable functions that have not
been exploited in the blockchain history. If one tool reports
problems in other functions outside our benchmark, we cannot
conclude whether they are false alarms or not. Thus, we do not
evaluate the precision of these tools.

C. Evaluation Results

Table II shows the vulnerability detection result of each tool.
On the left side, we report the number of TP and FN attacks for
each tool using the criteria mentioned in Section VI-B. For all
tools, the number of missed vulnerabilities is significant. The
best tool, Securify, only has a 6.04% recall rate. The majority
of vulnerabilities are missed by all tools. Our evaluation shows
the poor performance of state-of-the-art tools with a large-scale
benchmark. A similar conclusion was drawn by the previous
study [15] with a small benchmark of four contracts, which
are not representative since the average lines of code for each
contract is only 33.75, and none of them is a real-world contract
used on the blockchain. In comparison, our benchmark con-
tains much more representative vulnerable contracts and can
better reveal the real performance of vulnerability detection
techniques.

We also found that several tools could not successfully analyze
many contracts, as shown on the right side of Table II. Some
tools timeout on the analysis of a few complex contracts, as
shown in the Timeout column. Securify2 and Sailfish work on
Solidity source code and can only analyze contracts written in
a single file. The source code of 116 out of 235 contracts in
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TABLE III
MANUAL ANALYSIS RESULTS FOR THE LIMITATIONS OF EACH TOOL

our benchmark spreads across multiple files. Although we try to
flatten multi-file contracts into a single file, there are 23 contracts
that cannot be flattened due to cyclic dependencies between
source files, as shown in the N/A column. In addition, we also
found that Securify2 and Sailfish have poor support for contracts
written in newer Solidity versions, resulting in a large amount
of analysis failure. We found that other bytecode analyzers,
especially Conkas, crash on a large portion of contracts. Similar
crashes are encountered by other users according to the tools’
issue tracker and they have not been fixed by developers.

Answer to RQ3: Existing tools detect at most 6.04% of
vulnerabilities in B

A, suggesting their weaknesses in ex-
posing front-running vulnerabilities in real-world contracts.
Effective detection tools are urgently needed.

D. Discussion on Limitations of Existing Techniques

We randomly sample FN attacks for each tool with 95% con-
fidence level and 5% confidence interval and manually analyze
them to understand the reasons behind the poor performance
of existing techniques. We focus only on those FN attacks
whose concerned contracts can all be successfully analyzed
by the tool since we aim to investigate the limitations of each
tool’s technique rather than its implementation. The large second
column of Table III shows the number of sampled attacks.

Existing tools commonly detect vulnerabilities in two phases,
namely code analysis and oracle checking. First, bytecode or
source code is analyzed to extract the semantics of contracts
such as control flow and data flow using symbolic execution
or static analysis. The extracted semantics are then examined
against predefined vulnerability oracles to detect the existence
of vulnerabilities. A tool can exhibit limitations in any of the
two phases. Table III shows the number of attacks whose vul-
nerabilities were missed by each tool due to the limitations in
each vulnerability detection phase. Note that tools may miss
some vulnerabilities due to limitations in both phases. For such
cases, we followed the order of tools’ working procedures and
categorized them into the code analysis phase. For the other
limitations that cannot be categorized into the two phases, we
put them into the Unknown column.

1) Two Limitations in Code Analysis: In the code analysis
phase, we found two common limitations of existing tools:

lack of support for inter-contract analysis and unavailability of
efficient constraint solvers for non-linear computation such as
cryptographic and hashing operations. Column IC and CS in
Table III present the number of attacks whose vulnerabilities
are missed due to each limitation.

Inter-Contract Analysis: We find that existing techniques lack
support for inter-contract analysis of the scenarios where a
contract invokes another contract during its execution. Exist-
ing techniques are designed to analyze contracts individually,
while ignoring their possible interactions with other contracts.
For example, the vulnerability in Fig 2 cannot be detected if
each contract is individually analyzed because the vulnerable
exchange rate computation (line 10) and the loading of attack
altered data (reserve0 and reserve1) reside in different
contracts. In tools based on symbolic execution, i.e., Oyente,
Mythril, Conkas, and Ethracer, the execution details of the exter-
nal contract code are omitted (e.g., line 14 in Fig. 2). In addition,
their symbolic execution does not properly handle the return
value of external calls. The symbolic execution using the return
value will halt because the EVM opcode RETURNDATACOPY is
not properly defined in their implementation. Similarly, Sailfish
also omits external contract invocations during its interpretation
of contract semantics. As a result, contract semantics are not
fully analyzed by these tools. To show the impact of this limita-
tion, we manually inspected the attacks in dataset DSand found
that in 222 out of 383 sampled attacks, the influence traces span
across multiple contracts, i.e., external contract calls are involved
in exploiting the vulnerabilities. This result shows that the lack
of inter-contract analysis support can lead to many undetected
vulnerabilities.

Supporting inter-contract analysis is, however, challenging.
The address of external contracts being invoked is usually not
statically decidable. The address may be stored in a contract
storage variable set by other users or provided as input by
transactions. In other words, any contract on the blockchain can
be a potential callee during analysis. Worse still, each potential
callee contract may have further external contract invocations,
making the size of the contract code to analyze grow expo-
nentially. Future techniques should adopt effective strategies to
prune irrelevant code so that the detection is scalable to find
inter-contract vulnerabilities.

Securify and Securify2, however, adopt an over-
approximation approach by simply considering that every
external contract call is manipulatable by attackers and the
return value is malicious. Thus they are not subject to this
limitation. Nonetheless, as shown in the study from Durieux
et al. [15], such over-approximation can induce many false
alarms, which, however, is out of the scope of our study.

Finding 1: Existing tools cannot properly handle exter-
nal contract calls to perform precise inter-contract analysis.
Such limitations make them miss the detection of many
vulnerabilities. Future detection techniques of front-running
vulnerabilities should include inter-contract analysis.
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Constraint Solving: In addition to inter-contract analysis,
Ethracer also suffers from the limitation of constraint solving
in the code analysis phase. Ethracer uses dynamic symbolic
execution to generate concrete transactions invoking functions
and covering as many execution paths as possible for the con-
tract under analysis. Such concrete transactions are executed
in different orders to trigger the front-running vulnerabilities
in a fuzzing process. SMT solver is used to resolve function
inputs. However, it is impossible to solve constraints involv-
ing cryptographic operations. The path condition at line 8 in
Fig 1 involves digital signature verification. It is impossible
for techniques like that of Ethracer to resolve a valid input to
satisfy this path condition using existing SMT solvers. Another
unsolvable operation is the keccak256 hash operation, which is
widely used in smart contracts, such as computing the address of
values in mapping or array variables. If such types of variables
are used in path conditions, Etheracer will also fail to generate
concrete transactions to cover some or all execution paths and
thus cannot detect the vulnerabilities in those uncovered paths.
Other symbolic execution-based tools do not suffer from this
limitation since they do not need to generate concrete inputs for
functions. A common workaround solution for the cryptographic
and hashing operations in constraints is to replace their results
with new intermediate symbolic values.

For techniques that need to generate concrete transactions, it
may not be feasible to generate inputs that satisfy various path
conditions involving cryptographic operations. However, the
large transaction history can be leveraged to tackle the issue. In
the transaction history, there may be some transaction inputs that
can satisfy the various constraints that an SMT solver can hardly
resolve. Analyzers can mutate from those inputs to generate
concrete transactions to test other contracts.

Finding 2: The widely used cryptographic operations in
smart contracts make it hard for an SMT solver to generate
concrete inputs, weakening the capability of existing tools in
exploring transaction executions for attack scenarios. Future
studies should seek better approaches to effectively generate
concrete transactions that satisfy path conditions with cryp-
tographic and hashing operations.

2) Two Limitations in Oracle: Limitations of detection ora-
cles occur in two ways. First, some tools fail to define proper
vulnerability patterns for effective vulnerability detection. Sec-
ond, many tools only check whether the vulnerability can cause a
loss of Ethers while lacking the support of digital assets in token
standards (e.g., ERC20, ERC721, ERC777, and ERC1155). As
a result, they fail to detect many vulnerabilities that cause the
loss of these tokens. Table III presents the number of attacks
whose vulnerabilities are missed due to each limitation.

Patterns: Each technique defines specific patterns to identify
vulnerabilities in smart contracts. Oyente computes the number
of digital assets transferred with symbolic execution. Oyente
reports front-running vulnerabilities if there exist two execution
paths transferring in different symbolic amounts. However, vul-
nerable contracts of computation alteration attacks like Fig. 2

do not fall into this pattern since the amount of digital assets
that the victim obtains in the attack and attack-free scenarios
are symbolically the same. In addition, some path condition
alteration attacks may also not fall into the pattern if there is
no digital asset transfer in some execution paths, e.g., Fig. 1.

Mythril and Conkas identify vulnerabilities by checking if the
receiver or amount of digital asset transfers depends on shared
variables modifiable by other transactions. However, some path
condition alteration attacks like Fig. 1 may be missed since the
profit transfer control-depends, instead of data-depends, on the
attack altered data.

Ethracer checks whether different invocation orders of two
different functions result in different blockchain world states
after the execution. However, it does not consider failed victim
transactions as attack consequences. Vulnerabilities are not re-
ported if one of the functions throws exceptions in one of the
execution orders. In fact, attacks on contracts may result in failed
victim transactions, e.g., Fig. 1. Thus, Ethracer will also miss
this vulnerability.

Securify, Securify2, and Sailfish use a general pattern, check-
ing whether digital asset transfers depend on blockchain-shared
data through either control flow or data flow. This generic pattern
can conceptually capture all vulnerabilities in our benchmark.
However, these tools lack the support of tokens, as discussed
below, and thus miss most of the vulnerabilities that result in
the loss of tokens. Another limitation of adopting such a general
pattern is that a lot of false alarms in the reported problems.
Durieux et al. [15] has shown the high false positive rate of Se-
curify. This is because the dependency on global variables does
not necessarily result in profitable opportunities that attackers
can exploit.

The two attack properties proposed in our attack model can
also serve as a general oracle in front-running vulnerability
detection techniques. In other words, contract analyzers can
check if there exists a tuple of transactions invoking the contract
under analysis, such that the two attack properties are satisfied.
One major challenge to adopt this oracle is the large search space
for analyzers. Oracles used by existing tools, except for Ethracer,
are based on the execution of a single transaction. However,
checking our attack properties requires the ordered execution
result of multiple transactions. The complexity of analysis will
grow exponentially as the size of contract code increases. Novel
techniques to reduce the search space during analysis are desired.

Finding 3: The detection patterns of many tools are weak
in capturing front-running vulnerabilities in real-world smart
contracts. Vulnerability detection tools should be updated
with patterns based on real-world vulnerable contracts.

Token Support: In addition to detection patterns, the negli-
gence of profit making in tokens by existing techniques causes
many attacks undetected. All tools except Ethracer support
only Ether as digital assets in pattern matching of vulnerability
detection. As a result, the vulnerabilities of many attacks where
victims lose tokens instead of Ethers are missed. In contracts of
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TABLE IV
THE NUMBER OF ATTACKS IN WHICH EACH TYPE OF VICTIM’S FINANCIAL

PROFITS DECREASES

Fig. 2 and Fig. 1, attackers and victims obtain financial profits in
terms of ERC20 tokens instead of Ethers. Tools not supporting
ERC20 are not aware of such attack profits and thus do not report
vulnerabilities. Note that in Table III, we analyzed the limitation
of detection patterns supposing the tool supports Ethers and all
tokens. We concluded that a vulnerability is missed due to the
token support limitation only when the pattern can capture the
vulnerability and the tool does not support tokens. The reason
is that it is easy to extend the support for tokens. To identify a
token transfer, tool developers only have to check whether the
data of an external call matches the transfer function signature
of the standard token interface. We considered token support
as the least impacting limitation. To show the impact of this
limitation, we collect the total number of attacks in which each
type of financial profit is involved in the attack, as shown in
Table IV. Note that each attack can have more than one type of
financial profit, i.e., there can be overlaps between different types
in Table IV. Tokens are even more prevalent than Ether in the
dataset presented in Section IV-C. The other three types of tokens
also have a non-negligible share in the profits of front-running
attacks. The support of profit analysis in tokens is essential to
vulnerability detection for smart contracts.

Finding 4: Many front-running vulnerabilities are missed
by existing detection tools due to their negligence of profit
making in tokens. The support of profit analysis in tokens is
essential to detect front-running vulnerabilities in real-world
smart contracts.

E. Other Vulnerabilities Identified by Existing Tools

Given the poor performance of existing tools on our
front-running vulnerability benchmark, one further question is
whether existing tools can detect other front-running vulnera-
bilities that are missed by our benchmark. Therefore, we inspect
the detection results of all seven tools on all 235 contracts in our
benchmark B

A .
As mentioned before, each tool has named vulnerabilities

resulting in front-running attacks in different ways. We only
focus on vulnerability reports related to front-running attacks,
i.e., the event ordering bugs in Ethracer, state inconsistency bugs
in Sailfish, and transaction order dependency bugs in all other
tools. The seven tools in total report a total of 293 front-running
vulnerable functions, which is much more than the number of
vulnerabilities they can catch in our benchmark as shown in
Table II. However, as pointed out by previous studies, existing
tools have a high false positive rate [15], [46]. It is unknown
whether these 293 reported vulnerabilities are true positives or
not. We do not have ground truth on the reported vulnerable
functions, so we follow a similar practice of a previous study [15]

and consider a function is truly vulnerable if at least two tools
raise the alarm for this function. The rationale behind this is that:
a vulnerability is more likely a true positive if several tools have
an agreement on it.

As a result, there are only 24 functions that are reported as
vulnerable by at least two tools, indicating that the majority
of reported vulnerabilities are likely to be false positives. This
result aligns with previous studies [15], [46], which evaluate
the detection precision of existing tools. Of the 24 vulnerable
functions, one is included in our benchmark, while others are
not. We investigate all of the rest 23 functions and find that
they are all false positives. There are four main reasons that
these functions are not vulnerable. Eight functions are false
positives since they are view functions in smart contracts, which
cannot transfer any assets or modify any blockchain state. Eight
functions are false positives since they can only be called by
one specific account (e.g., admin or owner). Malicious attackers
are not allowed to invoke the functions. Four functions are false
positives since transactions invoking these functions can only
access or update the state space belonging to the transaction
submitter. Different transactions have no shared data so it is im-
possible to launch front-running attacks on another transaction
submitted by different users. The rest three functions are false
positives since transactions invoking these functions can obtain
more profits if front-run by other transactions according to the
semantics of the contracts. We do not consider them exploitable
vulnerabilities since victims do not suffer from loss. Therefore,
our investigation shows that existing tools can hardly identify
issues that are not included in our benchmark. They may report
many vulnerabilities, but the majority of them are false positives.

Nevertheless, it is possible that some vulnerabilities detected
by existing tools are missed by our benchmark because we do
not search the entire blockchain history, and some vulnerabilities
may never be exploited in history. As mentioned in Section V-D,
for vulnerabilities exploited in the not-searched history, the
number of them in our selected contracts is likely small. For
vulnerabilities never exploited, our study gives a high priority to
the soundness of our benchmark (i.e., included vulnerabilities
are true positives). Therefore, we only consider exploited vul-
nerabilities as ground truth, and those unexploited ones may be
missed.

VII. THREATS TO VALIDITY

A validity threat in our study is that our analysis is based on
the attacks in 800,000 blocks instead of the entire blockchain
history. We mitigate this threat by using the latest blocks to
improve the representativeness of the attacks in our benchmark.
We also focus on 1200 popularly attacked contracts, as discussed
in Section V-D, and show that most exploited vulnerabilities
in these contracts have been identified in our benchmark. In
addition, we may execute existing contract analyzers improperly.
We mitigate this threat by strictly following the instructions and
actively communicating with the tool authors when encounter-
ing issues. Another validity threat arises from the subjectivity in
manual analysis when evaluating our attack mining algorithm
and influence trace. We mitigate this threat by setting objective
criteria for the ground truth of true front-running attacks and real
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vulnerable contract code in manual analysis (Section IV-D and
Section V-C). In addition, the manual analysis result is obtained
by a consensus among independent manual checks from three
different authors, all of whom have more than three years of
experience in the security analysis of smart contracts.

VIII. CONCLUSION

In this paper, we design an algorithm to automatically mine
real-world front-running attacks. We localize vulnerable con-
tract code using dynamic taint analysis on the found attacks and
build a benchmark of front-running vulnerabilities. Based on
the benchmark, we perform an empirical evaluation of seven
state-of-the-art vulnerability detection techniques. We find that
the performance of these techniques is still limited and identify
four limitations in their code analysis process and vulnera-
bility detection oracles. The implementation of our approach,
benchmark, and tool evaluation results are available on GitHub:
https://github.com/Troublor/erebus-redgiant.
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[24] J. He, M. Balunović, N. Ambroladze, P. Tsankov, and M. Vechev,
“Learning to fuzz from symbolic execution with application to smart
contracts,” in Proc. ACM SIGSAC Conf. Comput. Commun. Secur.,
New York, NY, USA: Association for Computing Machinery, 2019,
pp. 531–548.

[25] N. Grech, M. Kong, A. Jurisevic, L. Brent, B. Scholz, and Y. Smarag-
dakis, “MadMax: Surviving out-of-gas conditions in ethereum smart
contracts,” Proc. ACM Program. Lang., vol. 2, no. OOPSLA, pp. 1–27,
Oct. 2018.

[26] T. D. Nguyen, L. H. Pham, J. Sun, Y. Lin, and Q. T. Minh, “sFuzz: An
efficient adaptive fuzzer for solidity smart contracts,” in Proc. IEEE/ACM
42nd Int. Conf. Softw. Eng., New York, NY, USA: Association for Com-
puting Machinery, 2020, pp. 778–788.

[27] Y. Zhuang, Z. Liu, P. Qian, Q. Liu, X. Wang, and Q. He, “Smart contract
vulnerability detection using graph neural network,” in Proc. 29th Int. Joint
Conf. Artif. Intell., 2020, pp. 3283–3290.

[28] S. So, S. Hong, and H. Oh, “SmarTest: Effectively hunting vulnera-
ble transaction sequences in smart contracts through language model-
guided symbolic execution,” in Proc. 30th USENIX Secur. Symp., 2021,
pp. 1361–1378.

[29] J. Choi, D. Kim, S. Kim, G. Grieco, A. Groce, and S. K. Cha, “SMARTIAN:
Enhancing smart contract fuzzing with static and dynamic data-flow
analyses,” in Proc. IEEE/ACM 36th Int. Conf. Automated Softw. Eng.,
2021, pp. 227–239.

[30] V. Wüstholz and M. Christakis, “Targeted greybox fuzzing with static
lookahead analysis,” in Proc. IEEE/ACM 42nd Int. Conf. Softw. Eng.,
New York, NY, USA: Association for Computing Machinery, 2020,
pp. 789–800.

[31] J. Krupp and C. Rossow, “teEther: Gnawing at ethereum to automati-
cally exploit smart contracts,” in Proc. 27th USENIX Secur. Symp., 2018,
pp. 1317–1333.

[32] S. Kalra, S. Goel, M. Dhawan, and S. Sharma, “ZEUS: Analyzing safety
of smart contracts,” in Proc. Netw. Distrib. Syst. Secur. Symp., San Diego,
CA:Internet Society, 2018, pp. 1–12.

[33] M. Mossberg et al., “Manticore: A user-friendly symbolic execution
framework for binaries and smart contracts,” in Proc. IEEE/ACM 34th
Int. Conf. Automated Softw. Eng., New York, NY, USA: Association for
Computing Machinery, 2019, pp. 1186–1189.

[34] C. F. Torres, J. Schütte, and R. State, “Osiris: Hunting for integer bugs
in ethereum smart contracts,” in Proc. 34th Annu. Comput. Secur. Appl.
Conf., New York, NY, USA: Association for Computing Machinery, 2018,
pp. 664–676.

[35] V. Wüstholz and M. Christakis, “Harvey: A greybox fuzzer for smart
contracts,” in Proc. 28th ACM Joint Meeting Eur. Softw. Eng. Conf. Symp.
Found. Softw. Eng., New York, NY, USA: Association for Computing
Machinery, 2020, pp. 1398–1409.

[36] G. Grieco, W. Song, A. Cygan, J. Feist, and A. Groce, “Echidna: Effective,
usable, and fast fuzzing for smart contracts,” in Proc. 29th ACM SIGSOFT
Int. Symp. Softw. Testing Anal., New York, NY, USA: Association for
Computing Machinery, 2020, pp. 557–560.

Authorized licensed use limited to: Chinese University of Hong Kong. Downloaded on July 13,2023 at 08:17:37 UTC from IEEE Xplore.  Restrictions apply. 

https://github.com/Troublor/erebus-redgiant
https://en.wikipedia.org/wiki/Front_running
https://en.wikipedia.org/wiki/Front_running
https://ethereum.github.io/yellowpaper/paper.pdf
https://ethereum.github.io/yellowpaper/paper.pdf
https://eips.ethereum.org/EIPS/eip-20
0x103675510a219bd84ce91d1bcb82ca194d665a09
https://fenix.tecnico.ulisboa.pt/downloadFile/1689244997262417/94080-Nuno-Veloso_resumo.pdf
https://fenix.tecnico.ulisboa.pt/downloadFile/1689244997262417/94080-Nuno-Veloso_resumo.pdf
https://ethereum.org/en/
https://ethereum.org/en/
https://swcregistry.io/
https://dasp.co/
https://uniswap.org/
https://papers.ssrn.com/abstract$=$3396597


ZHANG et al.: COMBATTING FRONT-RUNNING IN SMART CONTRACTS: ATTACK MINING, BENCHMARK CONSTRUCTION 3645

[37] C. Liu, H. Liu, Z. Cao, Z. Chen, B. Chen, and B. Roscoe, “ReGuard:
Finding reentrancy bugs in smart contracts,” in Proc. IEEE/ACM 40th
Int. Conf. Softw. Eng.: Companion, New York, NY, USA: Association for
Computing Machinery, 2018, pp. 65–68.

[38] H. Liu, C. Liu, W. Zhao, Y. Jiang, and J. Sun, “S-GRAM: Towards
semantic-aware security auditing for ethereum smart contracts,” in Proc.
IEEE/ACM 33rd Int. Conf. Automated Softw. Eng., New York, NY, USA:
Association for Computing Machinery, 2018, pp. 814–819.

[39] S. Tikhomirov, E. Voskresenskaya, I. Ivanitskiy, R. Takhaviev, E.
Marchenko, and Y. Alexandrov, “SmartCheck: Static analysis of ethereum
smart contracts,” in Proc. 1st Int. Workshop Emerg. Trends Softw. Eng.
Blockchain, New York, NY, USA: Association for Computing Machinery,
2018, pp. 9–16.

[40] J. Feist, G. Grieco, and A. Groce, “Slither: A static analysis framework for
smart contracts,” in Proc. IEEE/ACM 2nd Int. Workshop Emerg. Trends
Softw. Eng. Blockchain, New York, NY, USA: Association for Computing
Machinery, 2019, pp. 8–15.

[41] H. Wang, Y. Li, S.-W. Lin, L. Ma, and Y. Liu, “Vultron: Catching vulnerable
smart contracts once and for all,” in Proc. IEEE 41st Int. Conf. Softw. Eng.:
New Ideas Emerg. Results, 2019, pp. 1–4.

[42] P. D. Coward, “Symbolic execution and testing,” Inf. Softw. Technol.,
vol. 33, no. 1, pp. 53–64, Jan. 1991.

[43] N. Veloso, “Conkas,” 2022. [Online]. Available: https://github.com/
nveloso/conkas

[44] E. J. Schwartz, T. Avgerinos, and D. Brumley, “All you ever wanted to
know about dynamic taint analysis and forward symbolic execution (but
might have been afraid to ask),” in Proc. IEEE Symp. Secur. Privacy, 2010,
pp. 317–331.

[45] P. Cousot, “Abstract interpretation,” ACM Comput. Surveys, vol. 28, no. 2,
pp. 324–328, Jun. 1996.

[46] D. Perez and B. Livshits, “Smart contract vulnerabilities: Vulnerable does
not imply exploited,” in Proc. 30th USENIX Secur. Symp. USENIX Secur.
Assoc., 2021, pp. 1325–1341.

[47] K. Qin, L. Zhou, and A. Gervais, “Quantifying blockchain extractable
value: How dark is the forest?,” in Proc. IEEE Symp. Secur. Privacy, 2022,
pp. 198–214.

[48] W. Entriken, D. Shirley, J. Evans, and N. Sachs, “EIP-721: Non-fungible
token standard,” 2023. [Online]. Available: https://eips.ethereum.org/
EIPS/eip-721

[49] J. Dafflon, J. Baylina, and T. Shababi, “EIP-777: Token standard,” 2023.
[Online]. Available: https://eips.ethereum.org/EIPS/eip-777

[50] W. Radomski, A. Cooke, P. Castonguay, J. Therien, E. Binet, and R.
Sandford, “EIP-1155: Multi token standard,” 2023. [Online]. Available:
https://eips.ethereum.org/EIPS/eip-1155

[51] J. Santoro, J. Jadeja, A. C. Cañada, and S. Doggo, “ERC-4626: Tokenized
vaults,” 2023. [Online]. Available: https://eips.ethereum.org/EIPS/eip-
4626

[52] Ethereum foundation, “Token standards,” 2023. [Online]. Available: https:
//ethereum.org

[53] Y. Wang et al., “Revery: From proof-of-concept to exploitable,” in Proc.
ACM SIGSAC Conf. Comput. Commun. Secur., New York, NY, USA:
Association for Computing Machinery, 2018, pp. 1914–1927.

[54] Flashbots, “MEV explore,” 2023. [Online]. Available: https://explore.
flashbots.net/data-metrics

[55] S. Lu, “Understanding, detecting and exposing concurrency bugs,” 2008.
[Online]. Available: https://www.ideals.illinois.edu/handle/2142/10865

[56] I. Sergey and A. Hobor, “A concurrent perspective on smart contracts,”
2017, arXiv:1702.05511.

[57] T. Su et al., “A survey on data-flow testing,” ACM Comput. Surveys, vol. 50,
no. 1, pp. 5:1–5:35, Mar. 2017.

[58] etherscan.io, “Ethereum average block time chart| Etherscan,” 2023. [On-
line]. Available: http://etherscan.io/chart/blocktime

[59] H. Bao and D. Roubaud, “Non-fungible token: A systematic review and
research agenda,” J. Risk Financial Manage., vol. 15, no. 5, May 2022,
Art. no. 215.

[60] Common Weakness Enumeration, “CWE - CWE-362: Concurrent ex-
ecution using shared resource with improper synchronization (‘race
condition’) (4.9),” 2023. [Online]. Available: https://cwe.mitre.org/data/
definitions/362.html

[61] Etherscan, “The ethereum blockchain explorer,” 2021. [Online]. Available:
https://etherscan.io/

[62] P. Brereton, B. A. Kitchenham, D. Budgen, M. Turner, and M. Khalil,
“Lessons from applying the systematic literature review process within the
software engineering domain,” J. Syst. Softw., vol. 80, no. 4, pp. 571–583,
Apr. 2007.

[63] CORE Inc, “CORE rankings portal,” 2023. [Online]. Available: https://
www.core.edu.au/conference-portal

[64] SRI Lab, “Securify2/securify at mastereth-sri/securify2,” 2023. [Online].
Available: https://github.com/eth-sri/securify2

[65] Nomic foundation, “Hardhat| Ethereum development environment for
professionals by Nomic Foundation,” 2023. [Online]. Available: https:
//hardhat.org

[66] Ethereum foundation, “History and forks of ethereum,” 2023. [Online].
Available: https://ethereum.org/en/history/

Wuqi Zhang (Graduate Student Member, IEEE) re-
ceived the BEng degree from Northeastern Univer-
sity (NEU), China, in 2019. He is currently working
toward the PhD degree in the CASTLE research
group with the Hong Kong University of Science and
Technology (HKUST). His research interests include
program analysis, software testing, and security veri-
fication with a focus on blockchain applications, deep
learning applications, and IoT software. His academic
achievement has been recognized with a variety of
awards, including Outstanding Graduate of Liaoning

Province, HKUST RedBird Academic Excellence Award, and HKUST Overseas
Research Award. He is also actively serving in the software engineering research
community as a committee member of the Artifact Evaluation track in several
venues, including ISSTA and ICSE. More information can be found on his
personal website: https://troublor.xyz.

Lili Wei received the PhD degree and worked as a
post-doctoral fellow with the Hong Kong University
of Science and Technology. She is an assistant pro-
fessor with McGill University. Her research interests
lie in program analysis and testing with a focus on
mobile apps, smart contracts and IoT software. Her re-
search outcomes were recognized by several awards,
including an ACM SIGSOFT Distinguished Paper
Award, an ACM SIGSOFT Distinguished Artifact
award, a Google PhD Fellowship and a Microsoft
Research Asia PhD Fellowship. She is also actively

serving the software engineering research community. She actively served on the
program committees and organizing committees for a variety of major software
engineering venues and co-chaired the program commitee of MOBILESoft
2023. She also received a Distinguished Reviewer Award from ASE 2022. More
information can be found on her personal website: https://liliweise.github.io.

Shing-Chi Cheung (Fellow, IEEE) received the doc-
toral degree in computing from the Imperial College
London. After that, he joined the Hong Kong Univer-
sity of Science and Technology (HKUST), where he is
a professor of Computer Science and Engineering. He
founded the CASTLE research group with HKUST
and co-founded, in 2006 the International Workshop
on Automation of Software Testing (AST), which
is now an annual IEEE international conference. He
was the General Chair of the 22nd ACM SIGSOFT
International Symposium on the Foundations of Soft-

ware Engineering (FSE 2014). He was an editorial board member of the IEEE
Transactions on Software Engineering (TSE, 2006-9). His research interests
focus on the use of advanced testing, analysis, AI techniques and empirical
experimentation techniques for the detection, diagnosis and repair of faults
in dependable and intelligent software system. He is an ACM Distinguished
Member. More information about his CASTLE research group can be found at
http://castle.cse.ust.hk/castle/people.html.

Authorized licensed use limited to: Chinese University of Hong Kong. Downloaded on July 13,2023 at 08:17:37 UTC from IEEE Xplore.  Restrictions apply. 

https://github.com/nveloso/conkas
https://github.com/nveloso/conkas
https://eips.ethereum.org/EIPS/eip-721
https://eips.ethereum.org/EIPS/eip-721
https://eips.ethereum.org/EIPS/eip-777
https://eips.ethereum.org/EIPS/eip-1155
https://eips.ethereum.org/EIPS/eip-4626
https://eips.ethereum.org/EIPS/eip-4626
https://ethereum.org
https://ethereum.org
https://explore.flashbots.net/data-metrics
https://explore.flashbots.net/data-metrics
https://www.ideals.illinois.edu/handle/2142/10865
http://etherscan.io/chart/blocktime
https://cwe.mitre.org/data/definitions/362.html
https://cwe.mitre.org/data/definitions/362.html
https://etherscan.io/
https://www.core.edu.au/conference-portal
https://www.core.edu.au/conference-portal
https://github.com/eth-sri/securify2
https://hardhat.org
https://hardhat.org
https://ethereum.org/en/history/
https://troublor.xyz
https://liliweise.github.io
http://castle.cse.ust.hk/castle/people.html


3646 IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. 49, NO. 6, JUNE 2023

Yepang Liu (Member, IEEE) received the BSc degree
with honor from Nanjing University, in 2010 and
the Ph.D. degree from the Hong Kong University of
Science and Technology (HKUST), in 2015, under
the supervision of Prof. Shing-Chi Cheung. He is
a tenure-track assistant professor with the Southern
University of Science and Technology (SUSTech).
He leads the Software Quality Lab and is the Direc-
tor of the Trustworthy Software Research Center of
the Research Institute of Trustworthy Autonomous
Systems. Prior to joining SUSTech, he was a post-

doctoral fellow at the Cybersecurity Lab and CASTLE Lab of HKUST. His
research interests include empirical software engineering, software testing and
analysis, autonomous systems, mobile computing, and cybersecurity. His work
has been published in many reputable software engineering venues, including
TSE, TOSEM, ICSE, ESEC/FSE, ASE, and ISSTA, and has been recognized
by several awards, including three ACM SIGSOFT Distinguished Paper awards
and one ACM SIGSOFT Distinguished Artifact award. He also actively serves
as reviewers and organizers for major international conferences and journals and
received an ACM SIGSOFT Service award. More information can be found on
his personal page: https://yepangliu.github.io/.

Shuqing Li received the BEng degree from the
Southern University of Science and Technology
(SUSTech). She is currently working toward the PhD
degree with the Department of Computer Science
and Engineering, The Chinese University of Hong
Kong (CUHK). Her research interests include soft-
ware testing, software analysis, and intelligent soft-
ware engineering. More information can be found on
her personal website: https://shuqing-li.github.io/.

Lu Liu received the BS degree in software engineer-
ing from Wuhan University. She is currently working
toward the PhD degree with the Hong Kong Univer-
sity of Science and Technology, majoring in computer
science and Engineering. Her research interests focus
on testing and analyzing vulnerabilities in Ethereum
smart contracts.

Michael R. Lyu (Fellow, IEEE) received the BS
degree in electrical engineering from National Tai-
wan University, Taipei, Taiwan, the MS degree in
computer science from the University of California,
Santa Barbara, USA, and the PhD degree in computer
science from the University of California, Los Ange-
les, USA. He is currently Choh-Ming Li professor
of Computer Science and Engineering in the Chinese
University of Hong Kong. His research interests in-
clude software engineering, software reliability, ma-
chine learning, cloud and mobile computing, and

distributed systems. He has published more than 600 refereed journal and
conference papers in his research areas. His Google Scholar citation is more than
49,000, with an h-index of 109. He is initiated the first International Symposium
on Software Reliability Engineering (ISSRE), in 1990. He was an associate
editor of IEEE Transactions on Reliability, IEEE Transactions on Knowledge
and Data Engineering, IEEE Transactions on Services Computing, and Jour-
nal of Information Science and Engineering. He is currently on the editorial
board of IEEE Access, Wiley Software Testing, Verification and Reliability
Journal (STVR), and ACM Transactions on Software Engineering Methodology
(TOSEM). He was elected to IEEE Fellow (2004), AAAS Fellow (2007), ACM
Fellow (2015), and named IEEE Reliability Society Engineer of the Year (2010).
He was granted with China Computer Federation (CCF) Overseas Outstanding
Contributions Award in 2018, and the 13th Guanghua Engineering Science and
Technology Award in 2020. He was also named in the AI 2000 Most Influential
Scholars Annual List with three appearances, in 2020.

Authorized licensed use limited to: Chinese University of Hong Kong. Downloaded on July 13,2023 at 08:17:37 UTC from IEEE Xplore.  Restrictions apply. 

https://yepangliu.github.io/
https://shuqing-li.github.io/


<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 0
  /ParseDSCComments false
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo false
  /PreserveFlatness true
  /PreserveHalftoneInfo true
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts true
  /TransferFunctionInfo /Remove
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
    /Algerian
    /Arial-Black
    /Arial-BlackItalic
    /Arial-BoldItalicMT
    /Arial-BoldMT
    /Arial-ItalicMT
    /ArialMT
    /ArialNarrow
    /ArialNarrow-Bold
    /ArialNarrow-BoldItalic
    /ArialNarrow-Italic
    /ArialUnicodeMS
    /BaskOldFace
    /Batang
    /Bauhaus93
    /BellMT
    /BellMTBold
    /BellMTItalic
    /BerlinSansFB-Bold
    /BerlinSansFBDemi-Bold
    /BerlinSansFB-Reg
    /BernardMT-Condensed
    /BodoniMTPosterCompressed
    /BookAntiqua
    /BookAntiqua-Bold
    /BookAntiqua-BoldItalic
    /BookAntiqua-Italic
    /BookmanOldStyle
    /BookmanOldStyle-Bold
    /BookmanOldStyle-BoldItalic
    /BookmanOldStyle-Italic
    /BookshelfSymbolSeven
    /BritannicBold
    /Broadway
    /BrushScriptMT
    /CalifornianFB-Bold
    /CalifornianFB-Italic
    /CalifornianFB-Reg
    /Centaur
    /Century
    /CenturyGothic
    /CenturyGothic-Bold
    /CenturyGothic-BoldItalic
    /CenturyGothic-Italic
    /CenturySchoolbook
    /CenturySchoolbook-Bold
    /CenturySchoolbook-BoldItalic
    /CenturySchoolbook-Italic
    /Chiller-Regular
    /ColonnaMT
    /ComicSansMS
    /ComicSansMS-Bold
    /CooperBlack
    /CourierNewPS-BoldItalicMT
    /CourierNewPS-BoldMT
    /CourierNewPS-ItalicMT
    /CourierNewPSMT
    /EstrangeloEdessa
    /FootlightMTLight
    /FreestyleScript-Regular
    /Garamond
    /Garamond-Bold
    /Garamond-Italic
    /Georgia
    /Georgia-Bold
    /Georgia-BoldItalic
    /Georgia-Italic
    /Haettenschweiler
    /HarlowSolid
    /Harrington
    /HighTowerText-Italic
    /HighTowerText-Reg
    /Impact
    /InformalRoman-Regular
    /Jokerman-Regular
    /JuiceITC-Regular
    /KristenITC-Regular
    /KuenstlerScript-Black
    /KuenstlerScript-Medium
    /KuenstlerScript-TwoBold
    /KunstlerScript
    /LatinWide
    /LetterGothicMT
    /LetterGothicMT-Bold
    /LetterGothicMT-BoldOblique
    /LetterGothicMT-Oblique
    /LucidaBright
    /LucidaBright-Demi
    /LucidaBright-DemiItalic
    /LucidaBright-Italic
    /LucidaCalligraphy-Italic
    /LucidaConsole
    /LucidaFax
    /LucidaFax-Demi
    /LucidaFax-DemiItalic
    /LucidaFax-Italic
    /LucidaHandwriting-Italic
    /LucidaSansUnicode
    /Magneto-Bold
    /MaturaMTScriptCapitals
    /MediciScriptLTStd
    /MicrosoftSansSerif
    /Mistral
    /Modern-Regular
    /MonotypeCorsiva
    /MS-Mincho
    /MSReferenceSansSerif
    /MSReferenceSpecialty
    /NiagaraEngraved-Reg
    /NiagaraSolid-Reg
    /NuptialScript
    /OldEnglishTextMT
    /Onyx
    /PalatinoLinotype-Bold
    /PalatinoLinotype-BoldItalic
    /PalatinoLinotype-Italic
    /PalatinoLinotype-Roman
    /Parchment-Regular
    /Playbill
    /PMingLiU
    /PoorRichard-Regular
    /Ravie
    /ShowcardGothic-Reg
    /SimSun
    /SnapITC-Regular
    /Stencil
    /SymbolMT
    /Tahoma
    /Tahoma-Bold
    /TempusSansITC
    /TimesNewRomanMT-ExtraBold
    /TimesNewRomanMTStd
    /TimesNewRomanMTStd-Bold
    /TimesNewRomanMTStd-BoldCond
    /TimesNewRomanMTStd-BoldIt
    /TimesNewRomanMTStd-Cond
    /TimesNewRomanMTStd-CondIt
    /TimesNewRomanMTStd-Italic
    /TimesNewRomanPS-BoldItalicMT
    /TimesNewRomanPS-BoldMT
    /TimesNewRomanPS-ItalicMT
    /TimesNewRomanPSMT
    /Times-Roman
    /Trebuchet-BoldItalic
    /TrebuchetMS
    /TrebuchetMS-Bold
    /TrebuchetMS-Italic
    /Verdana
    /Verdana-Bold
    /Verdana-BoldItalic
    /Verdana-Italic
    /VinerHandITC
    /Vivaldii
    /VladimirScript
    /Webdings
    /Wingdings2
    /Wingdings3
    /Wingdings-Regular
    /ZapfChanceryStd-Demi
    /ZWAdobeF
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages false
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 900
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.00111
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages false
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 1200
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.00083
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages false
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 1600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.00063
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /CreateJDFFile false
  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create PDFs that match the "Suggested"  settings for PDF Specification 4.0)
  >>
>> setdistillerparams
<<
  /HWResolution [600 600]
  /PageSize [612.000 792.000]
>> setpagedevice


