Software reliability is one of the most important characterizes of the last category (i.e., how well) and is the core issue for the success and pervasiveness of a software paradigm. Software failures can lead to a disruption of online services and loss of revenues, and in extreme cases, even lead to severe and fatal consequences in critical Internetware applications, which are software applications developed employing the Internetware paradigm.

Internetware applications are widely employed in e-business, e-government, automotive systems, and a lot of other domains. Building highly reliable Internetware applications is becoming more and more important. Internetware applications are usually composed by a number of distributed software entities on-demand, which are implemented as autonomic software services and deployed at different Internet nodes (e.g., servers, virtual machines, etc.). Compared with traditional standalone software applications, building highly reliable Internetware applications is very challenging, caused by: (1) the Internet environment is open, highly dynamic and ever changing; (2) the software entities are heterogeneous with unpredictable reliability and behaviors, and some software entities are provided by other organizations without any source codes and internal implementation details; and (3) Internetware applications are becoming
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I. INTRODUCTION

Software is a crucial part of our society. With the development of Internet technologies, heterogeneous, large-scale and complex Internet applications are prevalent nowadays, and we are increasingly relying on them. Internetware is a software paradigm that provides a set of technologies for developing applications to meet computing requirements in the Internet environment [1]. A software paradigm defines what is to be constructed and executed, how to develop the resulting software artifacts, how to run the artifacts, and how well the constructed and executed software can perform [2]. Software reliability is one of the most important characterizes of the last category (i.e., how well) and is the core issue for the success and pervasiveness of a software paradigm. Software failures can lead to a disruption of online services and loss of revenues, and in extreme cases, even lead to severe and fatal consequences in critical Internetware applications, which are software applications developed employing the Internetware paradigm.

Internetware applications are widely employed in e-business, e-government, automotive systems, and a lot of other domains. Building highly reliable Internetware applications is becoming more and more important. Internetware applications are usually composed by a number of distributed software entities on-demand, which are implemented as autonomic software services and deployed at different Internet nodes (e.g., servers, virtual machines, etc.). Compared with traditional standalone software applications, building highly reliable Internetware applications is very challenging, caused by: (1) the Internet environment is open, highly dynamic and ever changing; (2) the software entities are heterogeneous with unpredictable reliability and behaviors, and some software entities are provided by other organizations without any source codes and internal implementation details; and (3) Internetware applications are becoming
large scale, extremely complex, and requiring long-term self-adaptive online services for thousands of users. Due to these reasons, most of the traditional software reliability engineering techniques cannot meet the challenges in the Internet environment.

The major software reliability engineering techniques can be classified in the following areas: fault avoidance, fault removal, fault tolerance, and fault prediction[3]. Fault avoidance techniques are the initial defensive mechanism against unreliability. When faults are injected into the software, fault removal is another protective means. When inherent faults remain undetected through the testing and inspection processes, fault tolerance is the last defense in preventing software failures. Finally, if software failures are destined to occur, it is critical to estimate and predict them. This paper focuses on the reliability prediction of Internetware applications. Since Internetware application comprises distributed Internetware entities dynamically, accurate reliability prediction for the whole Internetware application is highly relying on accurate prediction of the Internetware entities. The highly dynamic nature of Internet and the situational-aware adaptation of Internetware entities bring about great challenges for accurate reliability prediction of Internetware entities. Moreover, even we can make accurate prediction of Internetware entities; it is still quite difficult to make accurate reliability prediction of the whole Internetware application, since these entities are collaborating with each other on-demand. In other words, the structure of the Internetware application is much more dynamic compared with traditional component-based applications. Reliability prediction of Internetware application emerges as a challenging and urgently required research problem.

This paper proposes a reliability prediction framework of Internetware applications. The rest of this paper is organized as follows: Section 2 proposes a reliability prediction framework for Internetware, Section 3 discusses reliability prediction of Internetware entities, Section 4 investigates reliability prediction of the whole Internetware application, Section 5 shows our implementation and practical use, and Section 6 concludes the paper.

II. RELIABILITY PREDICTION FRAMEWORK FOR INTERNETWARE

As shown in Fig. 1, our proposed reliability prediction framework includes Internetware applications, Internetware entities, and the reliability prediction server. Based on a key concept of Web 2.0, i.e., user-collaboration, our framework encouraged users (i.e., Internetware application developers) to contribute their individually observed reliability information to exchange for accurate and personalized reliability prediction on the unexplored software entities. By this way, we can exploit the user-side reliability data to make personalized reliability prediction. Take the Internetware Application 1 in Fig. 1 as an example, the reliability prediction procedure in our proposed framework is as follows:

1) The Internetware application comprises seven software components. Some of these components are remote Internetware entities which are provided by third-party and deployed on the Internet. Failure information of the executed remote software entities can be recorded.

2) The Internetware Application 1 provides the user-perceived reliability information of the invoked Internetware entities to our reliability prediction server.

3) After processing the user-provided data, we store the reliability information into a database.

Fig. 1  Reliability prediction framework for internetware
(4) Based on the reliability information provided by different users, a user-item matrix can be built.

(5) By predicting the missing values in the user-item matrix, personalized reliability prediction on the unused Internetware entities can be achieved for different users.

(6) We provide the reliability prediction results of Internetware entities to different users. Based on the valuable information, compositional analysis can be conducted to make reliability prediction of the whole Internetware application.

III. RELIABILITY PREDICTION OF INTERNETWARE ENTITIES

In the Internetware software paradigm, an application involves a number of distributed Internetware entities. Reliability of the application heavily relies on the remote entities. The first step of predicting reliability of the Internetware application is to predict reliability of the individual Internetware entities. Different from traditional component-based systems, Internetware entities may be provided by third-party developers without any source codes and internal implementation details. They are invoked remotely via Internet connections and may demonstrate unpredictable behaviors. The reliability prediction of Internetware entities contains the following characteristics.

3.1 From server-side to user-side

An Internetware entity serves many different users (i.e., Internetware application developers who develop different Internetware applications). Influenced by the highly dynamic Internet environment and the unpredictable environmental factors, different users may observe quite different reliability on the same Internetware entity. Moreover, a user may obtain unreliable services from a highly reliable Internetware entity. Therefore, the research focus of reliability prediction of Internetware entities is shifting from server-side (the server where the Internetware entity is deployed) to user-side (the Internetware application that invokes the entity). User-perceived reliability of the Internetware entities provides more valuable information to the Internetware application developers.

3.2 From development time to runtime

Traditional reliability prediction approaches collect failure data during integration testing or system testing during the development time. However, the failure data collected by the developers may be limited and may not be able to represent the failures under real operational environment. Since Internetware application is running 7/24 for serving a large number of users continuously, the reliability prediction model should be built at runtime and should be able to adapt to the runtime and environmental changes.

3.3 From temporal to spatio-temporal

Traditionally, past failure data are collected and analyzed to predict the future reliability of the same software component. In other words, only the temporal dimension is considered. In the Internetware environment, a large number of Internetware entities are available on the Internet and some of them are providing equivalent or similar functionalities. Besides analyzing the past failure data of the current Internetware entity, past failure data of other Internetware entities can also be employed in making more accurate reliability prediction for the current entity. By this way, both temporal and spatial dimensions are considered in the prediction models.

3.4 From model-oriented to data-oriented

Traditional reliability prediction models attempt to analyze the underlying mechanism that influences the software reliability and build a mathematically formulation to represent the failure manifestation process. The proposed models typically involve a number of parameters. Failure data collected in real...
operation are analyzed to estimate these parameters. In the Internetware environment, a large volume of runtime failure data can be obtained from both server-side and user-side. Various data mining techniques (e.g., collaborative filtering [4], matrix factorization [5] and so on) can be employed to analyze the collected data and build data-oriented reliability prediction models. Data-oriented models bypass analyzing the underlying process which impacts software reliability. It simply assumes that no matter how many underlying factors there are and how complicated their interactions may involve, there are enough data in the Internetware environment to capture the reliability aspect of the entities. Consequently, we can predict the reliability of a software entity shifting the focus from model-oriented approaches to data-oriented approaches, with advanced statistical analysis, data mining techniques and machine learning schemes.

These unique characteristics make reliability prediction of software entities a great challenge. To attack this challenge, neighborhood-based approaches and model-based reliability prediction approaches are proposed in recent research investigations [6]. The problem of reliability prediction of Internetware entities can be modeled as a missing value prediction problem in a user-item matrix as shown in Fig. 2. In the matrix, each row represents a user and each column represents an Internetware entity. An available value $p_{ui}$ in the matrix represents the reliability of an entity $i$ observed by a user $u$, and the missing values in the matrix should be predicted. By predicting the missing values in the matrix, personalized reliability prediction can be achieved for different users.

Neighborhood-based approaches try to predict the missing values using information from similar neighbors, e.g., similar users. Pearson Correlation Coefficient (PCC) [5] is widely employed to calculate the user similarity based on the user-perceived failure probability of different Internetware entities. Employing the information from similar users, the neighborhood-based approaches [6] predict the missing value $p_{ui}$ in the user-item matrix by the following equation:

$$p_{ui} = \overline{p}_i + \sum_{u \in S(u)} w_u (p_{ui} - \overline{p}_u)$$

(1)

where $\overline{p}_i$ and $\overline{p}_u$ are average failure probabilities of different entities observed by users $u$ and $a$, respectively, and $w_u$ is the weight of the similar user $a$, which can be calculated by

$$w_u = \frac{Sim(a, u)}{\sum_{b \in S(u)} Sim(b, u)}$$

(2)

where $Sim(a, u)$ is the PCC similarity between user $a$ and user $u$, and $S(u)$ is a set of similar users to the current user $a$. This weight ensures that users with higher similarity have larger impact on the missing value prediction. By Eq. (1), a missing value in the user-item matrix can be predicted via employing past entity usage experience from other similar users.

When the user-item matrix is very sparse, similar users can hardly be identified. Moreover, the computational complexity of the neighborhood-based approaches is high. To address these drawbacks, model-based approaches, e.g., the matrix factorization approach, factorize the original user-item matrix $P$ into two matrices $W$ and $H$, and employ these two matrices to predict the missing values in $P$. The prediction problem can be modeled as the following optimization problem.

$$\min_{W,H} \sum_{i=1}^{n} \sum_{j=1}^{m} I_{ij}(p_{ij} - W_i^T H_j)^2$$

$$+ \frac{\lambda}{2} \|W\|^2_f + \frac{\lambda}{2} \|H\|^2_f$$

(3)

where $I_{ij}$ is the indicator function that is equal to 1 if the value $p_{ij}$ is available in the user-item matrix and equal to 0 otherwise, $W_i$ is the $i$th row of matrix $W$ (representing the user-specific coefficients of user $i$), and $H_j$ is
the \( j^{th} \) column of matrix \( H \) (representing the factor vector of Internetware entity \( j \)), \( \gamma \) controls the extent of regularization for penalizing large values in the matrices \( W \) and \( H \) to avoid the overfitting problem, and \( \| W \|_{\ell_{2}} \) denotes the Frobenius norm. The factorization problem can be stated as: given a partially observed user-item matrix \( P \), find two matrices \( W \) and \( H \) that minimize the sum-squared errors with the original matrix \( P \). Well-known algorithms such as the gradient descent algorithm can be employed to solve this optimization problem. By obtaining the matrices of \( W \) and \( H \), missing values in the matrix \( P \) can be obtained by \( W \times H \).

The model-based approaches can achieve more accurate prediction results via exploiting all the available values in the user-item matrix, and require lower computational complexity. On the other hand, the neighborhood-based approaches are simple and intuitive on a conceptual level, and thus widely used in practice [6].

**IV. Reliability Prediction of Internetware Applications**

In traditional software systems, the involved tasks are clearly defined and performed by pre-designed software components. However, in the Internetware environment, the requirements are unclear, and the Internetware entities can collaborate with each other dynamically to complete the tasks. Just like Web pages in the World Wide Web can link to each other to form an information Web, the Internetware entities can also invoke each other to form a software Web. In an Internetware application, Internetware entities do not have a predefined collaboration style. We do not know what kind of collaboration will occur. In other words, the software Web is dynamically updated, since the collaboration among Internetware entities are dynamically changing. Reliability of the Internetware application is highly relying on the structure of the software Web. To achieve accurate reliability prediction of the Internetware application, comprehensive investigations of the software Web should be conducted.

Microsoft reported that by fixing the top 20 percent of the most reported bugs of Windows and Office, 80 percent of the failures and crashes would be eliminated [7]. Similarly, in an Internetware application, key entities have greater impact on the reliability of the whole application. Identifying the key entities becomes an important research task. When analyzing the software Web, the idea of PageRank can be borrowed to identify the key entities [8]. For example, some entities are frequently invoked by a lot of other entities. These entities are considered to be more important, since their failures will influence a lot of other entities. Intuitively, the key entities in an Internetware application are the ones which are frequently invoked by a large number of other important entities. The following PageRank like equation can therefore be employed to obtain a significant value, which represents the importance of an entity in an Internetware application:

\[
V(c_i) = \frac{1}{n}d + d \sum_{k \in N(c_i)} V(c_k)f_{k} \quad (4)
\]

where \( n \) is the number of entities and \( N(c_i) \) is a set of entities that invoke the entity \( c_i \). The parameter \( d (0 \leq d \leq 1) \) in Eq. (4) is employed to adjust the significance values derived from other entities, so that the significance value of \( c_i \), denoted as \( V(c_i) \), is composed of the basic value of itself (i.e., \( \frac{1}{n}d \)) and the derived values from the entities that invoke \( c_i \). By Eq. (4), an entity \( c_i \) has a larger-significance value, if the values of \( |N(c_i)| \) (the number of entities that invoke \( c_i \)), \( V(c_i) \) (the significance value of the entity \( c_i \)), and \( f_n \) (the frequency of entity \( c_i \) invoking \( c_i \)) are large, indicating that the current entity \( c_i \) is invoked by a lot of other important entities frequently.

After identifying the key entities, the composition of Internetware entities can be conducted to predict the reliability of the whole application. Individual entities may fail; however, the Internetware application as a whole
should meet the reliability requirement. The way of composing the Internetware entities imposes great impact on the reliability of the whole system.

As shown in Fig. 3, there are four commonly used compositional structures:

- **Sequence**: The software entities in a sequence structure are invoked one by one. The sequence structure fails if any of its entities fails.
- **Branch**: In the branch structure, only one branch will be executed each time. The branch structure fails if the executed entity fails.
- **Loop**: A software entity will be invoked for multiple times. The loop structure fails if any of these invocations fails.
- **Parallel**: All software entities in a parallel structure will be executed at the same time. A parallel structure fails if any of the parallel invoked entities fails.

These compositional structures can be combined or nested in various ways, leading to a complex Internetware application. In the Internetware environment, since the structure of the application is dynamically changing, the past prediction model may not be used anymore. To address this new challenge, predicting reliability of single Internetware entities, then aggregate the reliabilities of different entities dynamically according to the compositional structures to obtain the reliability of whole system is a good way. The reliability aggregation details of these four compositional structures can refer to work [9].

**V. IMPLEMENTATION AND PRACTICAL USE**

As shown in Fig. 4, to demonstrate our proposed reliability prediction framework for Internetware, we implement a prototype, named WS-DREAM (Distributed RELiability Assessment Mechanism for Web Services), which can be examined in http://www.wsdream.com. Our prototype employs publicly available Web services as Internetware entities. By providing reliability information of some invoked Web services, our server will provide personalized reliability prediction for the unexplored Web services to new users. Our prototype has already collected a large number of reliability information contributed by different users globally. After processing the data, reusable research datasets are provided in the website for future research investigations. Based on the collected Web service reliability information from real-world, we have the following observations:

1. A large part of service invocation failures are related to Internet connections. The highly dynamic Internet environment makes building reliable Internet application a great challenge. Building highly reliable software entities is not enough. We need to emphasize user-perceived reliability prediction in the Internetware environment.
2. Our collected data show that performance of a software entity is highly dynamic. Making accurate reliability prediction in such dynamic environment is really a great challenge.
3. Our prediction framework collects reli-
ability data from different users, where malicious users may exist. How to ensure the data quality is an important research issue.

(4) Since a user usually only invokes a small number of Web services, the user-item matrix is very sparse, which makes accurate reliability prediction difficult.

Based on this prototype, we also investigate prediction of other user-perceived quality, e.g., response time and throughput, beside the reliability. Since the service status (e.g., workload, CPU allocations, etc.) and the network environment (e.g., congestions, bandwidth, etc.) may change over time, response time of Web services varies a lot during different time intervals. In order to identify low response time Web services timely, time-aware performance of Web services needs to be continuously predicted [10]. To address the data sparsity problem of the user-item matrix which greatly degrades the prediction accuracy, we deployed a small set of landmarks to periodically monitor the response times of the Web services. By combining the advantages of network coordinate based approaches and collaborative filtering based approaches, the response times between users and Web services can be accurately predicted using their corresponding Euclidean distances [11]. By such kinds of time-aware [10] and network-coordinate based [11] quality prediction approaches, the prediction accuracy can be greatly improved.

VI. CONCLUSION

Software failures impose great impact on our society. Reliability is one of the most important factors for the pervasiveness of the Internetware paradigm. Designing efficient and effective reliability prediction approaches to improve the reliability of Internetware is a challenging research task as well as a great research opportunity. In this paper, we propose a reliability prediction framework for Internetware, and investigate the reliability prediction of Internetware entities as well as the whole Internetware application. In particular, we present two general reliability prediction approaches for Internetware entities and design a PageRank-based approach for identifying the key entities from a complex software Web to enable better reliability prediction of the whole application. We further implement a prototype of the proposed Internetware reliability prediction framework based on real-world Web services, and report our experiences in these practical applications. Our practical use of the framework shows a promising result in deploying this reliability prediction framework in Internetware environment.

Reliability prediction of Internetware applications is a very challenging and urgently required research problem, since (1) behavior of software entities are dynamically changing according to the environmental changes, (2) software entities are collaborate dynamically for specific needs in the Internetware environment, and (3) the Internetware application can change its structures and behaviors dynamically. More comprehensive and systematic investigations should be conducted on the reliability prediction of Internetware applications in the future.
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